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Abstract 

This study investigates the contribution of plugged and un-plugged activities to primary school students’ 
development of computational thinking skills. The plugged and unplugged activities were used together in this 
study. In the implementation, in addition to the un-plugged activities prepared by the “Ministry of National 
Education,” activities prepared by the researcher were also used. Plugged activities were also determined and 
implemented on the code.org website according to the age of the students and subjects. A quasi-experimental 
design was used with a single group to determine the changes before and after learning and to investigate the 
research questions. The measurements were performed with the Bebras tasks both before and after the 
implementation. Bebras consists of internationally valid tasks that measure computational thinking. The results 
showed that the combination of plugged and unplugged activities helped improve students' computational thinking 
skills. Our findings show that using a combination of unplugged and plugged activities is beneficial for primary 
school students. Further research is needed to evaluate these activities separately and their role in providing gains. 
Additionally, the effects of using different teaching methods in programming education can be examined.  

Keywords: Primary School, Teaching Programming, Computational Thinking, Un-plugged activities, Plugged 
activities 

 

1. Introduction 

When Wing (2006) first referred to computational thinking (CT), it was defined as analysing problems, using 
abstraction to make their structures understandable, and logically developing solutions to them. In later years, 
Wing (2017) defined CT as the skill to find and pursue solutions to problems in a manner compatible with computer 
operations; in other words, approaching problems as computer scientists would. Accordingly, Grover and Pea 
(2013) defined CT as the process of formulating problems in a format that can be solved by computer 
programming. The International Society for Technology in Education (ISTE) determined the concept of CT as a 
combination of “algorithmic, creative, and logical thinking and problem-solving skills” (ISTE, 2015). 
Correspondingly, in many studies, the concept of CT is construed as the ability to create solutions to problems 
using algorithmic thinking to analyse, abstract, and transform information with computer applications, and to use 
modelling skills in succession (Durak & Saritepeci, 2018; Tsarava et. al., 2022). Different definitions continue to 
be established regarding the concept of CT (Shute et al., 2017).  

Today, it is widely accepted that in addition to cognitive skills, learners should develop skills such as problem-
solving, critical thinking, communication, cooperation, and self-management, which are referred to as 21st-century 
skills (Nouri et al., 2020). It is assumed that individuals who have these skills will become inquiring, analytical, 
and productive citizens that our times require. In this context, the improvement of CT is directly related to 
developing problem-solving and critical-thinking skills (Kong, 2016). Considering that computer science interacts 
with multiple fields, it may be inferred that CT proficiency affects the skills of people in different science and 
mathematics disciplines, including problem-solving, algorithmic thinking, creative thinking, analytical and logical 
thinking skills (Popat & Starkey, 2019; Tsarava et. al., 2022). Acquiring these skills beginning in the early grades 
will facilitate learners’ development of these skills throughout their schooling and prepare future generations for 
the rapid change characteristic of a technology-driven society. For this reason, the importance of beginning training 
in coding and CT in primary school has been emphasized (Durak & Sarıtepeci, 2018), and important issues include 
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the kinds of activities that should be used for learning programming at primary school, which activities can develop 
CT skills, and what planning should be done in the execution of the activities. 

Within this context, programming training was provided to primary school students, and the development of both 
programming sub-skills and CT were examined. Recently, many studies have been conducted on the development 
of CT through programming teaching (Ching, Hsu, & Baldwin, 2018; Tikva & Tambouris, 2021). Studies on this 
topic have either focused on plugged activities (Armoni, Meerbaum-Salant, & Ben-Ari, 2015; S'aez-L'opez et al., 
2016) or unplugged activities (Brackmann et al. 2017; Tsarava, Moeller, & Ninaus, 2018), as well as activities that 
compare both approaches (del Olmo-Muñoz et al., 2020; Erümit & Sahin, 2020; Sigayret, Tricot, & Blanc, 2022; 
Kirçali & Özdener, 2022), or have applied both methods together (Jiang & Wong, 2019; Tsarava et al., 2017). 
Studies generally focus on various purposes, such as activities, the effects of coding activities on learning and 
motivation, the improvement of CT, and the practice of different methods, such as game-based activities. In this 
study, unlike previous studies, a different perspective for primary school students is presented by investigating 
what plugged and unplugged activities can be at primary school, especially how these activities can be used 
together, and how these activities affect students' CT. In addition, measuring CT with internationally accepted 
Bebras’ activities will contribute to evaluation studies in this field. 

1.1. The  Significance of Developing CT 

Nowadays, it is considered necessary for K-12 students to develop 21st-century skills to be successful in their lives 
(Partnership for 21st Century Skills, 2013). Acquiring such skills at a young age enables them to develop the 
flexibility to entertain multiple perspectives and produce different solutions to open-ended problems, which will 
support their success in professional and social lives (Chalkiadaki, 2018). Therefore, developing problem-solving 
skills is directly related to programming training and accordingly, the acquisition of CT in children. 

Learning coding, an important digital literacy skill in today's digital world, is also a means of developing CT 
(Gretter & Yadav, 2016). Programming is not only about creating a computer program but also about structuring 
problems and producing appropriate solutions (Shin et al., 2013), which calls for computational and CT, such as 
reasoning, systematic thinking, and evaluation of evidence. Therefore, programming is interrelated with problem-
solving, creativity, and CT, which is now seen as essential throughout K-12 education (Wong & Cheung, 2020). 
Many countries (Australia, the UK, Sweden, South Korea, the United States, and Macedonia) have included 
computer science topics in their primary school curricula, and some (Estonia, Finland, and Norway) have included 
programming education as a compulsory course in primary schools (Balanskat & Engelhardt, 2015; Hijón-Neira 
et al., 2017). Because educators globally accept 21st-century skills as necessary for children, many other countries 
have also started to provide programming education in the early grades (Wong et al., 2015; Manches & Plowman, 
2017; Webb et al., 2017). Additionally, it has been stated that CT approaches will become the main topic in all 
disciplines and that advances in informatics will allow students to design strategies for problem-solving and control 
of solution steps in both the digital and real world. Weintrop et al. (2016) stated that activities that support critical 
thinking have been used in mathematics and science courses. The study emphasizes the importance of including 
CT in new-generation science standards as a basic scientific practice. It has been stated that there is a strong 
connection between coding, CT, and problem analysis strategies in different content areas such as Science, 
Technology, Engineering, and Mathematics (STEM) (Tsarava et al., 2017). 

Providing programming activities, especially in primary schools, can greatly contribute to students' development 
of creativity skills (Denner et al., 2012) and CT at different stages of coding (DeJarnette, 2012), and debugging 
activities help students develop problem-solving strategies (Mishra & Yadav, 2013). Thus, primary school students 
should be given training to improve CT in addition to basic lessons such as reading, writing, and mathematics (Hsu 
et al., 2018), which can begin with teaching programming (Kong, 2016; Webb et al., 2017). However, there is a 
need to support research on how to develop suitable activities, how to teach CT-related subjects, and which 
activities should be used for K-12 (Tran, 2020; Rehmat et al., 2020). 

1.2. Use of Plugged and Unplugged Activities in Programming Teaching 

Different types of tools, such as plugged activities, block-based tools, and online applications, are used to help 
students acquire CT. Unplugged activities, such as block-based tools or online applications, include coding 
activities with a computer, and unplugged activities include coding activities without the use of digital tools 
(Brackmann et al., 2017). Currently, many block-based applications for children, such as Scratch, are used. These 
applications provide easy-to-use teaching opportunities for children with simple syntax and drag-and-drop features 
(Fessakis et al., 2013). Lin and Weintrop (2021) examined 46 block-based programs and specified areas where 
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these programs were used separately. Game and simulation design, data science, physical computing, and 
multimedia are the main applications. These block-based programs are the most suitable programs that can be used 
to teach programming to children. In particular, block-based coding tools, which are widely used to teach children 
programming, are easy to use (Papadakis et al., 2019). There are many block-based coding platforms for teaching 
programming to children. Code.org, such as Alice, Blockly Games, and Kodu (Kalelioğlu, 2015). Alice is a block-
based environment in which students can create animations, interactive stories, and simple games while learning 
basic programming concepts (Costa & Miranda, 2017). Blockly Games are platforms that allow users to organize 
and interlock graphical elements or blocks (Shih, 2017). Code.org, which is based on object-oriented 
programming, is a coding platform that is widely used around the world and supported by many large companies 
such as Apple, Microsoft, Facebook, and Google, which provide support in 63 languages. On this platform, users 
carry out the assigned tasks gradually by dragging and dropping the code blocks to the workspace. After the 
students completed the task, the next task appeared. If a student is unsuccessful, a hint screen will appear, providing 
the help needed to solve the problem (Kale & Yuan, 2020).   

Unplugged activities, in which students learn CT and computer science concepts without using computers, offer 
an alternative method for easy teaching of difficult subjects and are used for teaching programming, especially for 
children (Caeli & Yadav, 2020). In unplugged activities, role-playing to simulate programming processes can be 
carried out in such ways as bodily actions with objects, such as papers and cards, that allow students to explore 
fundamental ideas about programming (Aranda & Ferguson, 2018). Tsarava et al. (2018) found that third- and 
fourth-grade students can comprehend CT processes by engaging in unplugged activities. Although many studies 
on CT have been conducted for middle and high school students (Cheng, Wang, & Ritzhaupt, 2023), the current 
focus on CT activities for primary school students is still at the beginning (del Olmo-Muñoz et al., 2020). It was 
also stated that unplugged activities should be supported by plugged activities to develop students' CT. It seems 
more appropriate to provide unplugged and plugged activities together, particularly to improve programming 
skills. For students to understand the programming processes and what computers can do in this process, plugging 
activities should be undertaken. Algorithms must be implemented using a machine to test problem solutions and 
computational ideas (Denning, 2017; Caeli & Yadav, 2020). Unplugged activities should be prepared by relating 
them to real life with concrete examples and increasing student motivation. For this reason, it is appropriate to 
prepare activities that will attract the attention of primary school students and enable them to follow topics without 
getting bored with teaching programming (Duncon, 2019). It is quite common to use unplugged activities in many 
countries for teaching programming to children, both for this purpose and because of their cognitive level (Bell et 
al., 2009; Tsarava et al., 2018). These activities provide the development of an appropriate CT at the beginning of 
programming teaching. There are studies aiming to improve CT using only plugged activities (Yildiz Durak, 2018; 
Kalelioğlu & Gülbahar; 2014; Kale & Yuan, 2020), comparing plugged and unplugged activities (Polat & Yilmaz, 
2022; Sigayret et al., 2022), and using both activities together (Lee et al., 2021; Saxena et al., 2020; Tsarava et al., 
2017). However, because unplugged and plugged activities were seen as more appropriate to be given together to 
reinforce the topics, this study was planned in which both activity types were used together. At this point, it is 
important to determine the kinds of activities that should be used for programming teaching in primary school, 
which activities can develop CT skills, and what kind of planning should be done in the execution of the activities. 
This study will guide the planning of the process and which activities can be used in programming training for 
primary school students. 

1.3. Purpose of the Study 
 
As both “plugged” and “unplugged” activities can be used to develop programming and CT skills in primary 
school children, there remains a need for more research on how programming should be taught to them and with 
which activities. Accordingly, this study aims to find out the effect of applying both plugged and unplugged 
activities for teaching programming to primary school students on students' CT skills. Therefore, the research 
questions of this study are as follows. 

RQ1. How does incorporating "plugged" and "unplugged" activities together in primary school students' learning 
affect their CT skills? 

RQ2. What are the effects of programming teaching using “plugged” and “unplugged” activities together on the 
primary school development of students' programming skills? 
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2. Method  
 
2.1. Research Design 

In this study, a one-group pre-test and post-test quasi-experimental design was used. The purpose of this method 
is to determine the improvement of CT in students at the end of the training process, in which plugged and 
unplugged activities are applied together. Thus, the suitability of the training program for CT development of CT 
will be understood. The research process is illustrated in Fig. 1. 

 

 

 

 

 

 

 

 

Figure 1. Research Study 

 

During implementation, the students were first unplugged and then plugged. At the end of the training, the 
measurement tool at the beginning of the implementation was applied again to evaluate the progress of the group's 
CT. In this quasi-experimental design, measurements were made using the same tool before and after training. 
When the group's post-test and pre-test scores were compared, implementation was considered effective if the 
post-test scores were significantly higher (Creswell, 2012). Accordingly, the Bebras tasks were administered to 
the students before starting the implementation, and this process was repeated after the implementation was 
completed. 

2.2. Sample 
 
The sample was determined by convenience sampling, which is a purposeful sampling method. Convenience 
sampling is a type of non-random sampling that meets practical criteria such as easy access to the target group, 
geographical proximity, and accessibility at a certain time (Etikan et al., 2016). In this study, a close and accessible 
sample was chosen from the university where the researcher works. In addition, the researcher taught coding 
education to children at the university and could easily access the sample. The research was conducted with 18 
primary school students (11 girls and 7 boys) who participated in programming training at a university in Türkiye 
(Table 1). 
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Post Knowledge about CT 
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Table 1. Information of sample                

 
  S: Student 

The coding and robotics training in which the students participated for a fee was given at the research and 
application centre of a university as part of a program for primary “grade 1-4,” middle “grade 5-8,” and high school 
“grade 9-12” students. There are no prerequisites for such training programs. Applications made at Code.org are 
designed in such a way that each student can perform the activities in the education centre using a computer. The 
students participating in the study were from different primary schools and voluntarily sought programming and 
robotics training. The students had not previously studied computer science or programming. 

2.3. Procedure 
 
Coding and robotics training consists of different skill modules, including visual and robotic programming skill 
training. Before starting special skill modules, all primary school students first completed a module on general 
topics related to programming, critical thinking, logic, and algorithms. 

In this introductory module, children learn to develop strategies for solving different problems, create problem-
solving steps, create algorithms for the solution paths they determine, and write basic codes. The activities in this 
module guide students in developing strategies and steps to solve problems they encounter in their daily lives and 
mathematical and logical problems. In addition, students are prepared for subsequent modules, particularly visual 
programming and robotics, so they can integrate problem-solving steps, writing algorithms, and basic 
programming logic into their work in these modules. The current implementation was conducted in the first 
training module (Figure 2). 

 

 

 Figure 2. Students' implementations of unplugged activities 

Within the context of the implementation, the main concepts and approaches to problem-solving, suggestions for 
solutions to problems in daily life, problem analysis, operators, using expressions and equations, creating 
algorithms, and flowchart components were taught. At the end of the initial unplugged activities, the course content 
(Course D), prepared for primary school students aged 7-11, was selected on code.org, and an account was opened 

 Student Age Class Girl Boy 
S1 8 3 ✓   
S2 8 2 ✓   
S3 8 3 ✓   
S4 8 2  ✓  
S5 8 3  ✓  
S6 8 3  ✓  
S7 9 3  ✓  
S8 8 3 ✓   
S9 8 2 ✓   
S10 7 2  ✓  
S11 8 3 ✓   
S12 8 3 ✓   
S13 8 3 ✓   
S14 7 2  ✓  
S15 8 3 ✓   
S16 8 3 ✓   
S17 8 3 ✓   
S18 8 3 ✓   
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for each student. The students completed applications of sequencing, events, loops, and conditional sections in this 
course, and the completed applications were checked by the teacher (Figure 3). 

                       
 
   Figure 3. Plugged activities on Code.org 
 
In the first module, a total of 24 hours of training was given for eight weeks. The training activities were conducted 
at the centre where the training was held. The planning of the training contents and some of the activities were 
prepared by the researcher who provided training at the centre. In addition, some of the Keşf@ Teacher Portal 
(www.kesfetprojesi.org) activities, implemented in collaboration with Google and the Ministry of National 
Education of the Republic of Türkiye (MoNE) in 2014, were used to prepare the contents. Before implementation, 
Bebras tasks were administered to the students to measure their CT (see 2.4). In the six-week part of the 
implementation, 23 unplugged activities were provided.  

The content of the 12 activities prepared by the researcher was checked by a team of four experts in coding and 
programming education, all of whom had more than 15 years of experience in this field. Other activities were 
chosen from those prepared by the MoNE. The purpose of the researcher's planning of unplugged activities in the 
study is to support MoNE activities to improve programming and CT and to increase examples of unplugged 
activities that can be applied. In addition, code.org activities were conducted to support programming gains with 
computer applications and to convert an algorithm into program code and observe the results. The programming 
subjects, activities related to these subjects, their relationship with CT, and learning outcomes are shown in Table 
2. 
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Table 2. Contents of programming training 

Week Activity Content Activities   Programming Gains   Learning Outcomes 
1 Identifying the Problem-Solving 

Strategies 
“Cat-Dog-Mouse” Activity (MoNE) • Abstraction 

• Algorithmic Thinking 
• Recognizes problem-solving steps. 
• Analyses a problem. 

Tower of Hanoi (MoNE) 
“Fishbone” Activity (MoNE) • Dealing with Uncertainty 

• Algorithmic Thinking 
• Algorithm Design 
• Decomposition 
• Generalization 

 
 
 
• Recognizes problem-solving steps. 
• Analyses a problem. 
• It offers solutions to problems in daily life. 
• Solves problems using appropriate solutions 

“What Should I Do Now” Activity (MoNE) 
2 Identifying the Problem-Solving 

Strategies 
“Mixed situations” Activity (MoNE) 
Tangram (MoNE) 

Creating Problem Solving Steps-1 
(Researcher) 

• Algorithmic Thinking 
• Algorithm Design 
 Creating Problem Solving Steps-2 

(Researcher) 
3 Algorithm and Strategy “Karobot” Activity (Researcher) • Sequencing 

Navigating with a map (Researcher) 
Writing Algorithms (Researcher)  

• Algorithmic Thinking 
• Algorithm design 
 

 
• Writes an algorithm and creates a flowchart for 
this algorithm 

4 Flowchart Preparation Creating a Flowchart (Researcher) 
Writing Algorithms and Creating Flowchart 
(Researcher) 
“Flowcharts mixed up” Activity (MoNE) 

5 Concepts Used in Programming 
“loops, conditionals, 
mathematical and logical 
operators” 

Mathematical and logical operators 
(Researcher) 

 
• Algorithmic Thinking 
• Logical questioning 
 

 

• Gives examples of the use of operators in problem-
solving. 
• Uses operators to solve a problem. 
• Understands Loops and Conditionals 
 

Loops and conditionals (Researcher) 
“Choosing Occupation” Activity 
(Researcher) 
“Colors of Nature” Activity (MoNE) 
“Winning a Scholarship” Activity 
(Researcher) 

6 Concepts Used in Programming 
(variable-constant) 

“Who Stays Here” Activity (MoNE)  
• Decomposition  
• Data Analysis 

• Explains the “variables”, “constants”, and 
“operations” used for problem-solving. 
• Explains data types. 

“Breakfast Habits” Activity (MoNE) 
“Making a cake” Activity (MoNE) 
“Variable-Constant in Our Lives” Activity 
(Researcher) 

7 Converting Algorithm to 
Program Code 

Making applications on Code.org • Creating program code • Implementing applications involving algorithms, 
conditionals, and loops on the computer 

8 Converting Algorithm to 
Program Code 

Making applications on Code.org • Creating program code • Implementing applications involving algorithms, 
conditionals, and loops on the computer 
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First, problem-solving strategies were taught at the beginning of training. In teaching this subject, “Cat-Dog-
Mouse”, Tower of Hanoi, “Fishbone”, “Mixed situations”, Tangram, and “Creating Problem-Solving Steps” 
activities were used. In the 3rd week, activities were conducted to write algorithms and determine strategies for 
solving problems. In this context, writing algorithms for a problem given in daily life, "Karobot” and “Navigating 
with a map” activities were used. In the 4th week of training, flow-chart preparation education was provided. In 
this context, step-by-step algorithm writing for problem-solving in daily life and a flowchart of the algorithms 
were created. In the 5th week, exercises related to the concepts of mathematical and logical operators, conditionals, 
and loops, and their use were performed. In the 6th week, the concept of the variable constant was taught, and 
practices related to the subject were implemented. In the 7th and 8th weeks, the plugged activities on the code.org 
site were applied individually by each student. Examples of the applied activities are listed in Table 3. 

Table 3. Relationship of activities with CT and implementation steps 
Activities CT and Programming 

Skills 
Implementation 

Activity name: “Cat-Dog-Mouse” 
Activity (MoNE) 

 

• Abstractions  
• Algorithmic thinking 

 
This activity is a different version of the "wolf-
lamb-grass" problem. The students are asked to 
find the fewest solution steps that will enable 
the farmer and the objects to cross by boat. 

Activity name: Tower of Hanoi 
(MoNE) 

 

• Algorithmic thinking 
Decomposition 
• Generalization 

Students are given towers of Hanoi in the 
classroom and asked to move the rings from the 
1st column to the 3rd column. Students are 
asked to move first 3 rings and then 4 rings to 
the 3rd column, respectively. 

Activity name: Tangram (MoNE) 

 

• Algorithmic thinking 

The tangram pieces were handed out to the 
students in the classroom. Students individually 
created shapes that were projected on the 
screen. 

Activity name: Creating an 
Algorithm (Researcher) 

 
 

• Algorithm design 
Sequencing 

Students are asked to list the problem-solving 
steps and write the algorithm by giving 
problems from daily life. The given problems 
are in the form of describing a day at school, 
describing the activities carried out on the 
weekend, adding and subtracting 2 numbers, 
and describing the formation of day and night. 

Activity name: Karobot 
(Researcher) 

 

• Sequencing 
• Algorithmic thinking 

Activity papers are distributed to the students. 
On the paper, they are asked to move the robot 
to the specified points in order. While writing 
the steps, they are asked to use the "forward-
turn right-turn left" commands. 
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Activity name: Creating 
Algorithms and Flowcharts 
(Researcher) 

 

• Sequencing 
• Algorithm design 
• Loops 

 

Students are given examples of flowchart 
shapes with explanation of they do. Then they 
are asked to write the algorithms of the given 
problems and create a flowchart. Papers on 
which they can write the algorithm and 
flowchart for each problem separately are 
distributed to the students. The problems given 
are going to the market to buy the ingredients 
to make a cake, cross the road, getting food in 
a cafeteria, adding and subtracting two 
numbers, and going out in rainy weather. 

Activity name: Career choice 
(Researcher) 

 

• Algorithmic thinking 
• Conditionals 
• Mathematical and 
logical operators 
Decomposition 

Activity sheets are distributed to the students, 
on which different occupations are shown and 
instructions are given. Using the "and," "or," 
and "not" operators, the students are asked to 
find the occupation described in the given 
statement. 

Activity name: Winning a 
Scholarship (Researcher) 

 

• Algorithmic thinking 
• Mathematical and 
logical operators 
• Conditionals 

The students are given an activity paper with a 
table showing their age and scholarship status. 
Students are asked use operators to write an 
algorithm to identify 11-year-old recipients of 
scholarships and then to write the names given 
in the table that meet these criteria. 

Activity name: Variable-Constant 
in Our Lives (Researcher) 
 

 
 

• Decomposition 
• Generalization 
• Variable-constant  

After receiving an explanation of “constant” 
and “variable,” students, are given examples 
from daily life (school, shopping mall, hide and 
seek game) and asked to determine the 
variables and constants. Finally, students are 
asked to compare two numbers and write the 
algorithm necessary for finding the larger 
number, by specifying the variables. 

2.4. Computational Thinking Test (Bebras) 

Although there are various opinions on how to measure CT in children, there is still no consensus regarding this 
issue (del Olmo-Muñoz et al.,2020). Selby and Woollard (2013) state that CT development is determined by 
measuring CT sub-skills. In this study, Bebras tasks for primary school students, which have international validity, 
were used as data tools. Bebras is an international contest created in Lithuania to encourage K-12 students to learn 
about information technologies and develop CT (Cartelli et al., 2012; Dagiene & Stupuriene, 2016). The 
International Bebras Committee has many members, with 52 full members and 22 provisional members, and the 
number of members increases every year. Türkiye was also a full member of this community 
(https://www.bebras.org/community.html). Three committees have been established to manage the Bebras events. 
These committees include the National Bebras Organization, International Bebras Community, and Bebras Board. 
The National Bebras Organization is responsible for an all-year Bebras contest in a country. This committee has 
duties such as preparing and presenting new events, reviewing and evaluating events, selecting events from the 
international pool, translating them into the native, and arranging the challenges of the events. The selection of the 
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activities to be held in Türkiye, the translation of the activities into Turkish, and the organization of the activities 
are done by the faculty members in charge of this committee. Determining and scoring the difficulties of the 
activities were also performed by this board (Gülbahar et al., 2020). Bebras tasks are intended to measure the sub-
skills of CT including “algorithmic thinking,” “abstraction,” “decomposition,” “generalization,” and “evaluation.” 

For this study, the activities were selected from the Turkish version of the problem set for the second and third 
grades. These activities can be solved by students who have no prior knowledge in the field of informatics, but 
they must have high-level critical thinking skills, such as making calculations and decisions, analytical thinking, 
and problem-solving. The tasks are related to CT, such as algorithms, condition and comparison, and pattern 
recognition. The tasks selected for this program included low, medium, and high difficulty levels. Low-difficulty 
tasks scored 6 points, medium tasks scored 9 points, and difficult questions scored 12 points. Two points were 
deducted for incorrect solutions to low-difficulty activities, three points for incorrect solutions to medium-
difficulty activities, and four points for incorrect solutions to high-difficulty activities (Gülbahar et al., 2020). For 
this study, 12 activities corresponding to specific lesson contents were selected from the three levels of difficulty 
at the primary school level (Table 4). 

Table 4. Contents of Bebras tasks used for pre & post-test 
Task 
Number 

Task 
Name 

Difficulty 
Level 

Description of the Problem  Programming Skills 

1 Footsteps Easy 
(6 points) 

Students are requested to find a solution by 
comparing a defined pattern with other 
patterns. Similar processes are also used in the 
areas of pattern recognition and image 
detection in Informatics. 

Abstractions and pattern 
recognition 

2 Table 
Preparation 

Easy 
(6 points) 

Students are requested to find the order of the 
tableware. This problem involves 
decomposing and changing the order of 
different elements through layers. 

Sequencing 

3 Choosing 
Food 

Easy 
(6 point) 

Students are requested to establish a condition 
by finding similarities and differences in the 
food. 

Conditionals 
Algorithm design 
 

4 Vehicle 
Transfer 

Easy 
(6 points) 

Students are given priority rules regarding 
production priorities for vehicles and are 
requested to use these rules to order vehicles 
according to their priority ratings. 

Sequencing 
Algorithm design 
are given to facilitate 
coordination Loops 

5 Geometric 
Bracelet 

Easy 
(6 points) 

Students are requested to verify a solution 
concerning the order of the shapes on a 
bracelet.  

Abstractions and pattern 
recognition 

6 Faces and 
Glasses 

Easy 
(6 points) 

Students are requested to choose glasses 
suitable for their face shape according to the 
given condition.   

Conditionals 
Mathematical and logical 
operators 

7 Crazy Stars Easy 
(6 points) 

Students are requested to rank the stars by 
finding a common feature. 

Abstractions and pattern 
recognition 
Sequencing 

8 Ice cream Easy 
(6 points) 

Students are requested to find the ice cream 
order in the cone by the given condition. Sequencing 

9 Directions Easy 
(6 points) 

Students are requested to give directions for 
the shortest route from one point to another 
point  

Algorithm design 

10 Honeypot Medium 
(9 points) 

Students are requested to interpret the data in 
the visual given and make predictions to find 
the shortest way to reach the honeypot. 

Algorithm design 
Conditionals 

11 Clothes Medium 
(9 points) 

Students are requested to find the order of 
folding clothes according to the instructions 
they are given. 

Sequencing  
Algorithm design 
Loops 
 
 

12 Similar 
Foods 

Hard  
(12 
points) 

Students are requested to establish a condition 
by finding similar and different materials used 
in the given meals. 

Conditionals  
Algorithm design 
 

Before implementation, the Bebras tasks were applied to the students in writing, and no positive or negative 
feedback was given to the students about their answers and solutions. The students were not informed that these 
activities would be re-applied or that the Bebras tasks were applied. After the implementation process was 
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completed, the same activities were applied again in writing, and the students’ overall scores on this activity and 
their CT subskills were calculated. 

2.5. Data Analysis 

Bebras tasks were used to measure the development of students' programming and CT. For this reason, the 
consistency of the scores obtained from the questions also expresses reliability (Golafshani, 2003). Cronbach’s 
alpha coefficient for the scale was 0.782. Cronbach’s alpha coefficient was above 0.7, indicating that the reliability 
of the measurement tool is high (George & Mallery, 2003). 

The Wilcoxon signed-rank test was used to compare students' total scores on CT and their scores on programming 
knowledge (abstractions and pattern recognition, sequencing, algorithm design, and conditionals). The Wilcoxon 
signed-rank test was used to test the significance of the difference between the scores of the two related 
measurement sets in non-parametric measurements (Büyüköztürk, 2007). This test method was chosen because 
the sample size was insufficient for parametric tests, and the scores of the two related measurement sets were 
compared.  

3. Findings 

3.1. The Effect of Teaching Plugged and Unplugged Activities on Students' CT Skills  

First, the change in the students' CT skills was evaluated by examining the pre- and post-test scores obtained from 
the Bebras scores. When looking at the changes in the total scores of 18 students in the Bebras tasks, it was 
observed that most students increased their scores (Figure 4). 

 

                          S: Student 
                         Figure 4. Comparison of pre-and post-test scores 
 
Figure 4 graphically illustrates the comparison of the students’ pre-test and post-test scores, which shows that their 
post-test scores are higher than their pre-test scores, with an average increase of 38.47. The lowest total score that 
could be obtained from the questions was -30, and the highest score was 90. The lowest pre-test score was − -27 
(S3), and the highest score was 46 (S13). The lowest post-test score was 2 (S4) and the highest score was 74 (S7, 
S17). Table 4 provides a statistical comparison of students’ pre-test and post-test scores. The difference between 
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the pre-test and post-test scores of the group is shown in Table 5, and Figure 5 shows the change in pre-test post-
test averages.  

 

Table 5. Descriptive statistical results of CT 

Group  Pre-test Post-test 

N 𝒳 S Min Max 𝒳 S Min Max 

Experimental Group 

(Unplugged 

Activities- Code.org) 

18 5.22 20.81 -27 46 43.55 18.26 2 74 

 

Figure 5. Improvement in Bebras pre- and post-test score averages 

Table 5 shows the min (-27) and max (46) scores obtained by the students from the pre-test and the min (2) and 
max (74) scores from the post-test. The results prove that the scores increased in favour of the post-test. The 
Wilcoxon signed-rank test was applied to determine whether the increase in the minimum and maximum scores 
was significant. By comparing the pre-and post-test scores, the effect of the activities on the CT skills of the 
students was determined due to the difference in the CT scores determined by the Bebras. The results of a Wilcoxon 
signed-rank test comparing the Bebras pre- and post-test scores are shown in Table 6. 

Table 6. Results of Wilcoxon Signed-Rank Test regarding the CT skills 

 Pre-test - Post-test N Mean 
Rank 

Sum of 
Rank 

z p Effect 
size (r) 

Bebras Score Negative ranks 1 2.00 2.00 -3.637* 0.000 0.857 
 Positive ranks 17  9.94 169.00    
 Ties 0c      

*Based on negative ranks. 

The results of the analysis show that the post-test score (M = 43.55, SD = 18.26) was significantly higher than the 
pre-test score (M = 5.22, SD = 20.81), indicating that the implementation had a significantly positive effect on 
students' CT skills (z=-3,637, p<.05). It is seen that there is one student whose score decreased after the training 
and 17 students whose score increased. The average rank value of the scores of the students whose scores increased 
was determined as 169. A statistically significant difference was detected between the average success scores of 
the students before and after the training (p <.05). 

In this study, the effect size of the comparison results of Bebras pre- and post-test scores was calculated. Effect 
size is useful because it provides an objective measure of the importance of the effect (Field, 2009). Calculating 
and interpreting effect size values in hypothesis tests increases the comprehensibility of the results (Büyüköztürk, 
2010). Pearson's correlation coefficient r is an effect value coefficient. The r value takes a value between 0 (no 
effect) and 1 (perfect effect). The r value is evaluated independently of its sign. An r value of 0.1 is considered a 
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small effect, 0.3 is considered a medium effect, and 0.5 is considered a large effect (Field, 2009). The square of 
the r coefficient (r2) expresses how much of the total variance it explains. The r2 value shows how much of the 
change the independent variable explains on the dependent variable. In this study, the effect size of the comparison 
results of Bebras pre- and post-test scores was found to be r = 0.857 and the variance was r2 = 0.734. This finding 
shows that the difference obtained has a large effect and 73% of the total variance is explained by the independent 
factor (coding training). 

3.2. The Effect of Teaching Plugged and Unplugged Activities on Students' Programming Skills. 

It was determined that training in which plugged and unplugged activities were implemented together improved 
the CT skills of the students. To determine which programming sub-skills the activities applied to the students 
developed, the pre- and post-test scores for the programming sub-skills in Bebras were compared. The Wilcoxon 
signed-rank Test was applied to compare the pre- and post-test scores for the programming sub-skills (Table 7). 

Table 7. Results of Wilcoxon Signed-Rank Test regarding the plugged and unplugged activities on programming 
skills 

Comparisons Pre-test - Post-test N Mean 
Rank 

Sum of 
Rank 

z p Effect 
size (r) 

Abstractions and 
Pattern Recognition 
Scores 

Negative ranks 3a 5,83 17.50 -2.228* 0.026 
0.525 Positive ranks 11b 7,95 87.50   

Ties 4c     

Sequencing Scores 
Negative ranks 5a 5.80 29.00 -2.251* 0.024 

0.53 Positive rank 12b 10.33 124.00   
Ties 1c     

Algorithm Design 
Scores 

Negative ranks 1a 2.50 2.50 -3.616 0.000 
0.85 Positive rank 17b 9.91 168.50   

Ties 0c     

Conditional 
Structures Scores 

Negative ranks 0a 0.00 0.00 -3.523* 0.000 
0.83 Positive rank 16b 8.50 136.00   

Ties 2c     
* Based on negative ranks. 
a Pre-test score > post-test score 
b Pre-test score < post-test score 
c Pre-test score = post-test score 

In Table 7, the Wilcoxon signed-rank test results of the analysis show a significant increase in the students’ post-
test scores after the implementation. When the pre- and post-test scores of the students on abstraction and pattern 
recognition (tasks 1, 5, and 7) were compared, a significant difference was found (z=-2.228, p<.05). Similarly, 
when the pre- and post-test sequencing (tasks 2, 4, 7, 8, and 11) scores of the groups were compared, there was a 
significant difference between the scores (z=-2.251, p<.05). Likewise, when students' algorithm design (tasks 3, 
4, 9, 10, 11, and 12) and pre- and post-test scores were compared, a significant difference was observed between 
the scores (z=-3.616, p<.05). Finally, there was a significant difference in the students’ pre- and post-test scores 
in the conditional structures (tasks 2, 6, 10, and 12) (z=-3.523, p<.05). When the effect size and variances of the 
pre- and post-test scores in the programming sub-skills were examined in this study, r = 0.525 and variance was 
found to be r2 = 0.275 for abstractions and pattern recognition. This finding shows that the difference obtained has 
a large effect and approximately 28% of the total variance is explained by the independent factor (coding training). 
It was found that r=0.53 and variance was found to be r2=0.28 for sequencing. This finding shows that the 
difference obtained has a large effect and approximately 28% of the total variance is explained by the independent 
factor. For algorithm design, r = 0.85 and variance was found to be r2 = 0.726. This finding shows that the 
difference obtained has a large effect and approximately 73% of the total variance is explained by the independent 
factor. For conditional structures, r=0.83 and variance was found to be r2=0.689. This finding shows that the 
difference obtained has a large effect and approximately 69% of the total variance is explained by the independent 
factor. 

Accordingly, it is seen that education in which plugged and unplugged activities are implemented together 
contributes to the development of students in all programming sub-skills. The increase in students' post-test scores 
for all programming subskills is shown in Figure 6. 
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Figure 5. Improvement in scores for programming sub-skills 

These increases in students' post-test scores on abstractions and pattern recognition, sequencing, algorithm design, 
and conditionals indicate that the students' programming knowledge levels in these areas increased after the 
implementation. The highest score increase was in the algorithm design (23.33), and the lowest score increase was 
in abstractions and pattern recognition (5.78). 

4. Discussion and Conclusion 
 
In this study, an eight-week training program for primary school students on programming and CT with “plugged” 
and “unplugged” activities was implemented. Unplugged activities prepared by the MoNE and designed according 
to these activities by the researcher were used. It has been stated in the literature that written, visual, and applied 
activities include sequencing, creating algorithms, visual presentations, video demonstrations, game activities, 
puzzles (Bell et al., 2009), finding solutions to daily life problems, map activity, drawing with instructions, and 
finding a route between two nodes (Brackmann et al., 2017) have been used.  

Regarding the RQ1, it was observed that children’s' CT significantly improved. Tsarava et al. (2018) stated that 
performing plugged activities after unplugged activities not only improved CT skills but also increased students' 
motivation to learn coding. Olmo-Munoz et al. (2020) compared only unplugged activities with both unplugged 
and plugged activities among primary school students and concluded that the application of both will improve CT 
better than the application of only unplugged activities. The current study also confirms that the collaboration 
between plugged and unplugged activities helps improve primary school students' CT. It has also been stated that 
applying plugged activities to students after unplugged activities is beneficial not only in terms of students' CT, 
but also in increasing their motivation (del Olmo-Munoz et al., 2020; Tsarava et al., 2018). Due to their cognitive 
abilities, it is more beneficial for primary school students to start programming processes with unplugged activities, 
which are more fun and tangible, for the development of their CT. Because it is stated that the development of CT 
depends on the development of cognitive skills, therefore the challenges experienced in cognitive processes will 
negatively affect the development of CT (Ambrosio et al., 2014; Marinus et al., 2018; Tsarava et al., 2022). In this 
study, students mostly carried out unplugged activities in which they experienced the processes concretely, and 
after these activities, they had the chance to transfer what they learned to the digital environment with plugged 
activities. The improvement in students' CT in all sub-skills was an indicator of this. 
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Regarding the RQ2, the results of the comparison of the students’ pre- and post-test scores showed they became 
better able to perform the applications of creating patterns, algorithms, loops, and conditionals correctly with fewer 
errors. The activities prepared for the curriculum in this study were matched to the students’ cognitive levels to 
support their understanding of concepts they were learning for the first time, such as algorithms, flowcharts, loops, 
and conditional structures, and concrete examples from daily life were constantly provided. Hsu et al. (2018) stated 
that the content, methods, and approaches used in CT teaching should be adapted to learners’ cognitive levels. 
However, it is difficult for children to understand and apply certain concepts. Although the success of the group 
increased in the post-tests, some individual students were unsuccessful. Concerning Piaget's cognitive theory 
(1962) development, abstract thinking skills develop after the age of 11 (Babakr et al., 2019), suggesting that the 
low or lack of increase in the scores of some students was due to their level of cognitive development. Although 
plugged activities are concretely associated with daily life, when students' scores from the post-test are examined, 
it is seen that they have difficulty interpreting advanced applications of the concepts of "sequencing, algorithm 
design, abstractions, conditionals, mathematical and logical operators" and associating them with plugged 
activities. It is possible that this is because students' abstract thinking skills are not fully developed. 

Unplugged activities associated with daily life have drawn attention in the field of programming teaching. In this 
study, the activities prepared were similarly related to daily life and included written, visual, and in-class 
implementations. In the literature, it is stated that algorithms in unplugged activities can include comprehensive 
activities that present the procedures in our daily life as a sequence of steps. However, while learning about 
algorithms, it is also very important that they are designed in such a way that a machine can understand. Daily life 
examples such as describing addresses, preparing meals, or making a cake can be useful to illustrate and teach the 
algorithm. However, these agents should not be used alone. Unplugged activities gain meaning with plugged 
activities used together (Caeli, & Yadav, 2020). Plugged activities were applied using code.org. in this study. 
Although unplugged and plugged activities on code.org are powerful methods on their own, applying these 
methods alone poses the risk of finding solutions to real problems and not solving original problems. Therefore, 
unplugged activities and code.org activities were used together, and the equivalents of algorithms and solutions 
on the machine were observed. 

5. Limitations and Suggestions 
 
The study was limited to a small number of primary school students attending a university's coding training. A 
similar application can be applied to a larger group of students in primary school. In addition, plugged activities 
were applied after unplugged activities in this study. The effects of these applications on CT can be compared by 
conducting comparative studies in which only unplugged activities, only plugged activities, and both activities are 
applied together. 

Although the activities implemented in the study were included in the MoNE curriculum, the activities prepared 
by the researcher were controlled by an expert team, and they were associated with increases in skills; thus, their 
effects could not be definitively determined. Therefore, more research is needed to determine how each of the 
unplugged activities used in the study contributes to the gains students achieve after implementation. Studies can 
be conducted on the evaluation of these activities separately, their role in providing the gains, and students' 
thoughts about these activities. No interviews were conducted regarding the practices and processes in which the 
students had difficulty or their thoughts. Through interviews, students' opinions were obtained about the questions 
on which they increased their scores less, or about the positive or negative practices they experienced regarding 
CT sub-skills and programming processes. Students’ opinions on activities can be obtained in different studies. 

The study has become an example of how to provide programming training by using “unplugged” and “plugged” 
activities together in primary school. The results also showed that this training improved the students' CT. 
However, no analysis was conducted of the teaching methods used in the study. Future studies can examine the 
effects of using different teaching methods in programming education. This study focused on the types of activities 
but did not focus on the types of teaching methods and their effects on the process. The literature states that there 
are many learning strategies for CT and programming teaching (Hsu et al., 2018). Studies can be conducted on the 
effects and contributions of different learning strategies, such as game-based learning, collaborative learning, and 
individual and group activities, on CT and programming teaching, especially for primary school children. 

In addition to increasing educational activities and practices, measurement tools should also be developed to 
determine the development of students' programming and CT (Roman-Gonzalez et al., 2017). Although 
international Bebras tasks were used to measure programming and CT in the study, measurement tools associated 
with the gains need to be developed or increased for students of all age groups. In this study, it was difficult to 
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identify questions related to the subject or gain. Therefore, it is necessary to conduct more studies on the 
development of programming and CT measurement tools for primary school students. 
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