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SUMMARY 

The purpose of this study is to adapt the "Computer Programming Self-Efficacy Scale for Computer Literacy 
Education (CPSES)" developed by Tsai et al. (2019) into Turkish for middle school students and to develop a valid 
and reliable measurement tool. The participants of the study consisted of 348 eighth grade students. In order to 
test the factor structures of the adapted scale, the data obtained were analyzed with first and second order factor 
analysis. The results of the analysis showed that the adapted scale had high reliability, convergent validity and 
divergent validity. The results of the first- and second-order confirmatory factor analysis showed that both models 
had good fit values with the data. All 16 items and 5-factor structure (Logical Thinking, Cooperation, Algorithm, 
Control, Debug) in the original scale were retained in the Turkish scale. As a result, it was concluded that the 
Computer Programming Self-Efficacy Scale for Computer Literacy Education (CPSES) is a valid and reliable 
measurement tool in Turkish culture. 
Keywords: Programming self-efficacy, middle school students, scale adaption, self-efficacy 
INTRODUCTION 

Recently, efforts to teach programming skills to K-12 students have become quite popular (Grover & Pea, 2013; 
Kafai & Burke, 2013; Resnick et al., 2009). Many countries are making changes in their curriculum to teach 
programming skills to students in elementary, middle, and even preschool levels (Falloon, 2016). So why do we 
teach programming to children? There is certainly no single answer to this question. The increasing demand for 
ICT professions necessary for technological and economic growth (Chen et al., 2017; Grover & Pea, 2013), the 
central role of programming in STEM and computational thinking (Brennan & Resnick, 2012; Lee, 2015; Lye & 
Koh, 2014; Wilson et al., 2010), its definition as a new skill within 21st-century skills and its contribution to the 
development of 21st-century skills (Clements & Gullo, 1984; Fessakis et al., 2013; Kafai & Burke, 2013), and its 
recognition as one of the literacy types of our age (Hagge, 2017) are some of the factors influencing this trend. 
Through programming, students are exposed to computational thinking, which involves the use of computer 
concepts such as abstraction, algorithmic thinking, pattern recognition and generalization, and iteration in problem-
solving (Brennan & Resnick, 2012). In this context, equipping students with programming skills from an early age 
has become important, and programming instruction has been integrated into education systems worldwide. 
How to teach programming to children in the concrete operational stage is an important question. The first study 
aimed at facilitating programming instruction in visual environments by concretizing the abstract concepts of 
programming is known as LOGO, developed for teaching mathematics to students (Papert, 1980). Studies show 
that learning programming through LOGO improves elementary students' mathematical reasoning and problem-
solving skills (Papert, 1980) and enhances cognitive skills in preschool students (Clements, 1999). The pedagogy 
behind Papert's visual programming environment is constructionism. Based on constructivism, constructionism 
argues that learning occurs better when students are actively engaged in designing and creating a product (through 
the experiences gained during product development) instead of being passively presented with information (Papert, 
1980). Papert also claims that students express their thoughts better and learn more when they build physical 
objects in a virtual environment.  
In the 1990s, there was a decline in interest in programming education (Kafai & Burke, 2013; Moreno-León & 
Robles, 2016). Resnick (2012) attributed this decline in interest in programming during that period to the difficulty 
of learning the rules and syntax of traditional programming languages and the lack of engaging activities in 
classrooms. Nowadays, the interest in programming has been revived, especially among students at different 
developmental stages, through the use of block-based graphical programming environments (Grover & Pea, 2013). 
These user-friendly environments help make programming concepts more tangible, allowing students to see how 
commands work, test their ideas and receive immediate feedback, identify errors more easily, learn through trial 
and error, and engage in programming without dealing with the syntax of programming languages or memorizing 
command names (Kelleher & Pausch, 2005; Lye & Koh, 2014). These environments enable students to focus 
solely on design and creation (Grover et al., 2016; Grover & Pea, 2013). Examples of such environments based on 
LOGO are Alice and Scratch (Utting et al., 2010). 
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According to Resnick (2002), children who learn programming become technology authors by learning the 
language of technology and gain the ability to create with technology. Furthermore, as they learn programming, 
children also learn the design process: how to turn an idea into a project, how to experiment with new ideas, how 
to break down complex ideas into simpler parts, how to collaborate with others in a project, how to find and fix 
coding errors, and how to persevere when things are not working. While students may not pursue programming as 
a professional career, the design skills, creative thinking skills, and systematic thinking skills they acquire during 
this process will be useful regardless of the profession they choose. 
Programming involves problem-solving and a production process that requires higher-order thinking skills (Saeli 
et al., 2011). When solving problems through programming, sequential operations are carried out systematically 
(Karalar, 2019): (1) Problem identification, (2) Breaking down the problem into manageable smaller parts, (3) 
Determining the sequential steps required to solve each part and expressing these steps visually (using algorithms 
or flowcharts) or verbally (using pseudocode), (4) Translating the visual or verbal sequential steps into a 
programming language that the computer can understand, (5) Identifying and correcting any coding errors. 
According to Kazakoff & Bers (2014), in order to develop successful programs, students need to learn the logic of 
programming and possess systematic thinking skills. The first three stages described above, which involve 
understanding the logic of programming and problem-solving, are crucial for developing students' programming 
and problem-solving skills (Cooper et al., 2000). As a result of these stages, which also foster algorithmic thinking 
and problem-solving skills (Denner et al., 2012), students gain the ability to write programs easily in any 
programming language and can transfer their problem-solving skills to other domains (Palumbo, 1990). The fourth 
stage involves coding, which converts the sequentially identified steps for problem-solving into instructions that 
the computer can understand. As highlighted by Manches & Plowman (2015), programming and coding are distinct 
from each other; programming is the problem-solving process, while coding is the process of translating algorithms 
into instructions that the computer can understand. In the fifth stage, any coding errors are identified and corrected. 
Several factors act as obstacles to successful programming learning for students. One common perception among 
students is that programming is difficult and uninteresting (Aktunc, 2013; Aşkar & Davenport, 2009), which adds 
to the challenges faced in programming instruction. Inadequate teaching methods employed by teachers (Guzdial 
& Soloway, 2002; Lee, 2011), the need for higher-order thinking skills in programming (Dann et al., 2000), 
familiarity with text-based programming languages and their syntax and commands (Jenkins, 2002), the abstract 
nature of fundamental programming concepts, and the challenges associated with testing and debugging programs 
(Pausch et al., 2000) are some of these challenges. Negative attitudes towards programming (Başer, 2013; Courte, 
Howard, & Bishop-Clark, 2006; Çetin & Özden, 2015; Korkmaz & Altun, 2013) and low self-efficacy beliefs 
(Altun & Mazman, 2012; Aşkar & Davenport, 2009; Tsai et al., 2019) are also factors contributing to these 
obstacles. Among these challenges, low programming self-efficacy is particularly significant in hindering students 
from successfully learning programming (Günbatar & Karalar, 2018; Tsai et al., 2019). 
Self-efficacy, or self-efficacy beliefs, is a concept that emerged from Bandura's Social Learning Theory. It refers 
to an individual's judgment of their ability to organize and execute the necessary actions to perform a task, 
accomplish a goal, or produce a desired outcome (Bandura, 1997). Self-efficacy beliefs play a crucial motivational 
role in cognitive processes (Erol & Avcı Temizer, 2016). Bandura (1997) emphasizes that self-efficacy beliefs are 
one of the fundamental determinants of human behavior and behavioral changes, influencing not only actions but 
also thinking processes and motivation. Individuals with high self-efficacy are less likely to avoid new and 
challenging experiences and are more determined to complete their actions successfully. Self-efficacy serves as a 
catalyst for initiating action; regardless of the potential and advantages one possesses, a lack of self-perceived 
competence in a specific domain can pose difficulties in initiating and sustaining actions (Erol & Avcı Temizer, 
2016). Students with low programming self-efficacy may struggle with programming even if they have the 
necessary knowledge and skills (Aşkar & Davenport, 2009). If their belief in their programming abilities is low 
and they perceive programming as inherently difficult (Altun & Mazman, 2012), they may experience difficulty 
and lower performance in programming. Tsai et al. (2019) conceptualized programming self-efficacy into five 
dimensions: Logical Thinking, Cooperation, Algorithm, Control, and Debug, representing students' beliefs in their 
ability to write programs using logical conditions, their perception of cooperation in programming tasks, their 
ability to develop algorithms independently, their sense of control over program editing, and their ability to debug 
programs, respectively. 
When examining the scales adapted or developed to measure programming self-efficacy in Turkey, it can be 
observed that they are specific to a particular programming language (Altun & Mazman, 2012; Aşkar & Davenport, 
2009; Govender & Basak, 2015; Korkmaz & Altun, 2014) or platform-specific (Altun & Kasalak, 2018). In 
addition to these, there is a programming self-efficacy scale for middle school students consisting of a single 
dimension (Kukul et al., 2017) and a programming self-efficacy scale for high school students consisting of three 
sub-dimensions (Cesur Özkara & Yanpar Yelken, 2020). In Turkey, middle school ICT teachers use different 
programming environments such as Scratch, Kodu Game, Small Basic, Lego Mindstorms, Java, Code.org, 
Lightbot, Code Monkey, Appinventor, Ardunio for programming education (Yecan et al., 2017). Therefore, there 
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is a need for scales that are not specific to a particular programming language or platform, but encompass the sub-
dimensions of the programming process, in order to measure the programming self-efficacy of middle school 
students. When examining the relevant literature, it has been determined that the "Computer Programming Self-
Efficacy Scale for Computer Literacy Education (CPSES)" developed by Tsai et al. (2019) has the desired features. 
The CPSES scale has been adapted to Turkish with the participation of high school and university students (Ekici 
& Çınar, 2020) and only university students (Gökoğlu, 2022). However, no adaptation study has been conducted 
for the CPSES scale specifically for middle school students. In this context, the aim of this study is to adapt the 
CPSES developed by Tsai et al. (2019) to Turkish for middle school students and to obtain a valid and reliable 
measurement tool. For this purpose, how is the validity and reliability of the Turkish adaptation of the CPSES? 
The answer to the question has been sought.  
METHOD 

Participants 

The participants of the study consisted of middle school students from the central district of a western province in 
Turkey. The participants were determined using the non-probability sampling method of convenience sampling, 
which allows for easy access to participants. This method was preferred due to its time and cost efficiency. A total 
of 348 eighth-grade students voluntarily participated in the study during the fall semester of the 2022-2023 
academic year. Of the students, 186 (53%) were female and 162 (47%) were male, and all of them had 
programming experience.  
The Original Measurement Tool 

The CPSES was developed by Tsai et al. (2019). The scale consists of five factors and a total of 16 items (Table 
1). These factors are Logical Thinking (4 items), Cooperation (3 items), Algorithm (3 items), Control (3 items), 
and Debug (3 items). The construct validity of the scale was tested using exploratory factor analysis (EFA). After 
EFA, it was determined that the scale consists of 16 items grouped under five sub-factors and that the factors 
account for 83.87% of the total variance. The Cronbach's alpha values for the factors and the overall scale were 
found to be 0.96, 0.95, 0.92, 0.84, 0.94, and 0.96, respectively (Tsai et al., 2019). 
Table 1. Sample Example of Sub-Dimensions in The CPSES and Their Cronbach Values 

Sub-dimension Example item Item 
Number 

Cronbach 
Alpha 

Logical Thinking I can predict the final result of a program with logical conditions. 4 0.96 
Cooperation I can work with others while writing a program. 3 0.95 
Algorithm I can make use of programming to solve a problem. 3 0.92 
Control I can run and test a program in a program editor. 3 0.84 
Debug I can fix an error while testing a program. 3 0.94 

Adaptation of the Scale to Turkish and the Application 

To adapt the scale to Turkish culture, permission was first obtained from the authors who developed the scale. 
Then, a bilingual academician translated the scale into Turkish. In the translation from English to Turkish, semantic 
and conceptual deductions were made. The opinions of three researchers from the departments of Turkish 
Language Teaching, Computer and Instructional Technologies Education, and English Language Teaching were 
obtained regarding the semantic translation, and corrections were made in three items. Subsequently, the resulting 
Turkish version was back-translated into English by another bilingual academician who had not seen the original 
English version. Differences between the versions were compared, and items were revised to ensure clarity. Then, 
two prospective computer and instructional technologies teachers checked the comprehensibility of the Turkish 
scale by the target audience. After obtaining the opinions of computer and instructional technologies teachers, the 
final version of the Turkish scale was prepared. To determine the level of participant agreement with the items, a 
5-point Likert scale was used, as in the original scale (1 = strongly disagree, 2 = disagree, 3 = neither agree nor 
disagree, 4 = agree, 5 = strongly agree). 
Data Analysis 

Since the factor structures of the scale were already known, first and second-order confirmatory factor analyses 
were conducted to test the structural validity of the CPSES scale. All statistical analyses were performed using the 
lavaan package (Rosseel, 2012, 2021) in the R software (R Core Team, 2019). Multivariate normality was 
examined using the Mardia test to determine which estimation algorithm to use (Gana & Broc, 2019). The results 
of the Mardia test indicated non-normal distribution of multivariate data (p < .001). Therefore, the weighted least 
square mean and variance adjusted (WLSMV) estimator was used instead of the Maximum Likelihood (ML) 
estimator. The WLSMV estimator is recommended for analyzing categorical data obtained from Likert-type 
ordinal scales (Brown, 2006; DiStefano & Morgan, 2014). 
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To assess the goodness of fit for both the measurement model and the structural model, the following fit indices 
and threshold values were considered: chi-square to degrees of freedom ratio (χ2/df) < 3.00; comparative fit index 
(CFI) > .90 (Kline, 2016); Tucker–Lewis’s index (TLI) > .90 (Hair et al., 2019); root mean square error of 
approximation (RMSEA) < .08; and standardized root mean residual (SRMR) < .06 (Hu & Bentler, 1999). 
FINDINGS 

Descriptive Statistics 

Descriptive statistics, reliability values for the subscales of the adapted scale, and the overall scale are presented 
in Table 2. All mean scores were above the mid-point of 3.000, indicating an overall positive response to the 
variables in the model. The standard deviations ranged from 0.794 to 1.109, reflecting a moderate spread of 
students' responses. The Cronbach's alpha values obtained from the subscales of the scale ranged from .797 to 
.854, while the overall scale reliability value was .909. These values are above the threshold value of .70, indicating 
that the adapted scale is reliable. 
Table 2.  Descriptive Statistics and Cronbach Alpha Reliability Values for the Adapted Scale 

Sub-dimension Item Number M SD Cronbach Alpha 
Logical Thinking 4 3.122 0.980 .809 
Cooperation 3 3.862 1.003 .854 
Algorithm 3 3.193 0.986 .782 
Control 3 3.494 1.109 .849 
Debug 3 3.521 1.015 .797 
Total 16 3.419 0.784 .909 

Findings Regarding the Construct Validity of the Adapted Scale 

Confirmatory factor analysis (CFA) was used to test the factorial validity of the adapted scale, which consists of 
5 factors and 16 items, as the factor structures were previously known. The reliability and convergent validity of 
the adapted scale were analyzed by examining the average variance extracted (AVE), composite reliability (CR), 
and Cronbach's alpha values (Table 3). For each factor, an AVE value greater than .50, CR values greater than .70, 
and Cronbach's alpha value greater than .70 indicate high reliability and achieved convergent validity 
Table 3. Result of Reliability and Convergent Validity of the Adapted Scale 

Construct Item Standardized 
factor loading 

Cronbach 
Alpha 

Composite 
reliability 

Average variance 
extracted 

 Logical Thinking 

LC1 0.72 0.809 0.807 0.513 
LC2 0.62    
LC3 0.74    
LC4 0.79    

Cooperation 
CO1 0.94 0.854 0.843 0.643 
CO2 0.71    
CO3 0.76    

Algorithm 
ALG1 0.76 0.782 0.783 0.546 
ALG2 0.68    
ALG3 0.78    

Control 
CON1 0.76 0.849 0.849 0.652 
CON2 0.83    
CON3 0.83    

Debug 
DEB1 0.79 0.797 0.802 0.577 
DEB2 0.79    
DEB3 0.68    

The discriminant validity of the adapted scale was examined by comparing the squared AVE values for each latent 
construct with the correlation values with other latent constructs (Table 4). The diagonal values shown in 
parentheses (square roots of AVE) being higher than the corresponding row and column values indicate that 
discriminant validity is achieved. 
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Table 4. Convergent Validity Results of the Adapted Scale 
 LT CO ALG CON DEB 
LT (.716)     

CO .472 (.802)    

ALG .690 .523 (.739)   

CON .633 .458 .640 (.807)  

DEB .633 .598 .740 .678 (.760) 
Note. LT = Logical Thinking, CO = Cooperation, ALG = Algorithm, CON = Control, DEB = Debugging 

According to the First Order CFA results (Fig.1), the model had a good fit with the data obtained from middle 
school students (χ2 = 177.344, df = 120, p < .05; χ2/df = 1.887; CFI = .949; TLI = .935; RMSEA = .051 CI [.039, 
.062]; SRMR = .043). The item factor loadings of the scale ranged from 0.68 to 0.94. 

 
Figure 1. First order CFA results 
In addition to the first-order CFA, a second-order CFA was performed to determine the extent to which the latent 
constructs of debugging, control, algorithm, cooperation, and logical thinking fit the latent construct of 
"Programming Self-efficacy" defined as a superstructure (Fig. 2). According to the second level CFA results, the 
model had good fit values (χ2 = 365.555, df = 99, p < .05; χ2/df = 1.672; CFI = .959; TLI = .951; RMSEA = .044 
CI [.032, .056]; SRMR = .046). These values showed that the factor structure of the scale was compatible with the 
data and were accepted as evidence for the construct validity of the scale. This finding means that Programming 
Self-efficacy can be measured with a five-factor structure named Debugging, Control, Algorithm, Cooperation 
and Logical Thinking. The fit indices obtained from the first and second level CFA indicate that the construct 
validity of the Turkish form of the CPSES scale was achieved. All these results show that the adapted CPSES scale 
consisting of 16 items with 5 factors is reliable and valid and suitable for Turkish culture. 
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Figure 2. Second order CFA results 
CONCLUSION 

The aim of this study was to adapt the "Computer Programming Self-Efficacy Scale for Computer Literacy 
Education (CPSES)" developed by Tsai et al. (2019) into Turkish for middle school students and to establish a 
valid and reliable measurement tool. The study included 348 eighth-grade students. Since the factor structure of 
the adapted scale and the association of each item with its respective factor were already known, the factor 
structures of the scale were tested using confirmatory factor analysis (CFA). The results of both the first and 
second-order CFAs showed good fit values with the data. 
The results of the analysis showed that the reliability of the adapted scale was high and that convergent validity 
and discriminant validity were achieved. The results of the first-order and second-order confirmatory factor 
analyses showed that both models had good fit values with the data. All 16 items and 5-factor structure (Logical 
Thinking, Cooperation, Algorithm, Control, Debug) in the original scale were retained in the Turkish scale. As a 
result, it was concluded that the Computer Programming Self-Efficacy Scale for Computer Literacy Education 
(CPSES) is a valid and reliable measurement tool in Turkish culture. 
The CPSES scale has four unique features (Tsai et al., 2019). First, the scale is not intended for computer 
engineering students, but is suitable for anyone at the middle school level and above who has programming 
experience. Second, the scale does not contain statements specific to a particular programming language or block-
based programming environment. Therefore, it can be used to measure programming self-efficacy in general. The 
third is that the scale has a social dimension, i.e., a collaboration subscale. Lastly, the Control and Debug are the 
two subscales relating to the self-efficacies of self-regulation in programming. Because of these features, the scale 
is recommended to be used to measure the programming self-efficacy of middle school students with programming 
experience and higher-level students and adults regardless of programming language or environment. The CPSES 
scale can also be used by researchers who want to analyze the sub-dimensions of programming self-efficacy. 
The findings of the study provide evidence for the validity and reliability of the CPSES scale developed by Tsai 
et al. (2019) and show that it is suitable for Turkish culture for middle school students. Therefore, the CPSES scale 
can be used in future studies to measure programming self-efficacy of middle school students. For future studies, 
it is recommended that the CPSES scale, which has sufficient validity and reliability evidence, should be applied 
in different samples with measurement invariance. 
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