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Abstract

In this study, heterogeneous bibliographic information resources fror: geographically distributed
locations are ifitegrated in an automated; unified and controlied way by using abstract data types through
the Message-Object Model as defined in Smalltalk-80. A unit of modularity call a "class” is developed that
defiries operations to process the data structures encapsulated in the class. The classes focus on processing
bibliographic citations obtained from heterogeneous on-line bibliographic databases into a meta-form with
the goal of developing information consistency to simplify further informiatior analysis. Classes developed
for the bibliographiic citation application can speed program development because the data abstractions can
be used in processing generic information such as dates regardless of the bibliographic database source.
Prototype classes are developed to show the ease in encapsulating data siructures and beliaviors for the
bibliographic citation application. Daia abstractions provides a powerful integration technique that aliow
the designer to work with bibliographic citation objects without being encumbered with the details of

impiementation.

kéy»’v’ords:

information consistency, database consistency, database reformatting, database integration:
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Chapter 1:

Introduction

In recent years, the developriient of abstraction mechanisms in languages has focused on absiract
data types to "manage complexity by erphasizing what is significant to the user and suppressing what is
not"[Sha84]. This has lead to modem programming languages such as Smalitalk-86, Flavors, and Ada
specification, design, implementation, correctness, and reliability to reduce cost during the software
development and maintenanice phases. The use of abstractions o logicaily reduce the complexity of the
task is aided by modern language mechanisms in that they provide the language constricts to encapsulate a
logical data ty;%e and thie operations associated with it. The language constructs of "Classes” or "Flavors"
help in the abstraction process. This project is based the use of abstractions to obtain data consistency in
hetarogeneous databases. Our specific implementation was applied to bibliographic information. Similar
techniques may be applied to other types of databases, as described in Chapter 7.

Bibliographic citation databases from heterogeneous information resources are used widely in
research and development work. These databases are often accessed to do a subject search or to prepare a
Eiblidgiabﬁy; The citaticns contained in the bibliographic databases may be large in number and collected
over 4 long period of time. This process was done manuaily before computers became readily available,
and was tedious and error prone. Today computers are used widely for this task. Modemn computer
automated tools have been developed to assist in such bibliographic processing and are continually heing
enhanced[Gol85].

A research task may consist of accessing several bibliograpuic systems such as DIALOG, INSPEC,

NASA/RECON, DOE/RECON, or DOD/DROLS.

1=



The respective retrieved citation lists are down-loaded inio a user file for post-processing analysis. Each
database has its own form because of in"deperi'dent deVei'o’p'me'rit programs and a lack of generally accepted
standards. Hence post-processing analysis on a database citation file requires an individualized software
processing package for each citation database. Sometimes the user’s files are merged if software is
available to translate the files into a common format.

To analyze data from thé down-loaded and merged files requires data consistency: Hence a
prototype has been developed to provide the tool to make heterogeneous bibliographic citation databases
consistent. For example; the search for citations within a range of dates is encumbered by the problem that
dates may be represented in different formats in different databases. Searches on author names are also a
problem if different databases enter first, middle or last names in varying formats. The goal is to have one
tool process the h’et’er'ogeneous bibiiogra'phic citations into a standard form to 'providé the basis for
convenient data analysis.
abstractions in terms of Smalltalk classes. Since the information types in citations aré broadly similar,
classes can be developed for each type of information such as "date” or "title”. Careful specification of the
classes can simplify the programmers task since interfaces will be defined, and data and their behaviors
will te understood. Another improvement occurs when future enharicements are built on the classes
already developed and serve to reduce the amount of new software needed.

This study shows the ease in developing prototype classes for integrating heterogeneous
bibliographic citation databases and suggests the basis for the development of additional classes required
data structures and operations, and the use of dynamic binding reduce the task of the software designer and
developer. Hence the Object-Message abstraction narrows the gap besween the Concepts and analysis of the
problem and the notation used in the computer software to solve the problem.

Ir the following chapters, we discuss the background, mictivation, and development of abstract data
typas via Small:alk-80 classes to solve the problem of data consistency in heterogeneous bibliographic

3.
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Chapter 2 discusses previous methods used. Chapter 3 gives the characteristics of the Message-Object
Model. Chapter 4 discusses the physical hardware and software methods used to create the Objective:C
classes for the prototype. Chapter 5 discusses the specifics of the prototypé implementation, Chapier 6

discussés the results of the prototype implementation, and the last chapter discusses future directions.

Ad |
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Previous Methods for Processing Heterogeneous

Bibliographic Information

This chapter gives some background information on bibliographic citation databases and discusses

previous methods for processing the information:

2.1 Why Use Heterogeneous Bibliographic Information Resources?
Hall and Brown provide a statistical study of the ou-line bibliographic databases that is the basis of

this section[Hal83). Onlifie databases have been available since the 1960s but have mostly been in-house.

Since 1972, there has been a rapid growth of publicly accessible databases:
Table I
Number of Bibliographic References Availahle Onlire

in millions

(1968 | 1972 | 1976 | 1980 | 1982 ]
74| 3| 20| 58] 77

The current rate of addition is 8.7 million references per year. With duplication accounted for; the
estimate is SO million singular references available for use and six million additions to the reference pool

made per year.



Parallél to the four-fold increase from 1976 to 1982, the growth in on-line use is estimated to be six

fold as seen in Table II.

Table II
Bibiiographic Searches on Public Systems in U.S.A. and Canada

in millions

1575 | 1977 | 1979 ] 1981
1 2 ] 6

There are four particularly predominant database services. They are listed in Table III. Each supplier
strives for uncommon databases in their service. Nearly 20 percent of the important databases are not

available from the four services.

Table HI

Unique and Common Databases available from major suppliers

— Supplier | BRS | DIALOG | IRS | ORBIT
Unique 8 39 5 24

Common 28 | 56 27 | 28 |
Total Number a5 52
Total Percent 21 55 18 30

The vast repertoire of information makes the access to heterogeneous bibliographic information an
important resource to a researcher. From Table III, we see that a password to DIALOG gives access to
fifty-five percent of the databases. An additional password to ORBIT gives a total access to seventy

percent of the databases.



Up to 1984, more than 2453 citation and numeric data files were available from 362 on-line
information vendors[Cua84]. Scientific disciplines are continually adding to the published set of abstracts
and citations. Most on-line bibliographic information is still obtained in printed form after an on-line
search. The vast amount of information needs a tool with a unified view to extract significant scientific

and technological intelligence.

2.2 Description of Bibliographic Citations
To understand the probléms involved in heterogeneous bibliographic citations a simple MEDLINE

citation is described as it is mounted on BRS. Only six fields were selectively down-loaded.
ganzple Eibiibg’raphic Citation

[AU] Bowry-T-R: Oywang-J. Lumba-M.
[IN] Department of Human Pathology, Faculty of Medicine, University of Nairobi, Kenya.

[TI] HBYV infection: prevalence of core antibody and other markers in urban based black school

children in Ken’ya.
[SO]  Ann-Trop-Paediatr. 1983 Dec. 3(4). P 197-200.
[LG] EN.

HS]  0272-4939

-6-




The AU represents author, with hyphens separating initials: LG represents language and IS is the
accession number for the citation in the particular database. IN represents the institutional affiliation of the
source may be formatted in a completely different way. Inconsistency in the detail field hinders

information analysis(Gol8S].

follows a search, and is arranged in reversed chronological order. The need for computer based editing
tools is a natural consequence. Rather than obtaining the down-loaded information in stacks of printout,
the bibliographic citations are down-loaded to a disk file so a computer can be used for automated
processing of the information: We observe two problems that exist in local processing of the file. Thie file
must be translated into a common form to handle the different database formats for data tags and to handie
the inconsistencies in the detail information associated with each data tag.

Tools to develop data consistency are available in most modern database management systermis.
developed software and procedures. The database administrator can use software tools o constrain data
entry to mieet certain requirements. The user may be required to enter data strictly in integer format within
a certain range of values or character format within a certain string le; sth. Furtherriiore, the user may be
required to enter Strings that are pre-defined in a dictionary for that attribute, such as one of eight

acceptable colors: We can see at this point that information may be éntéréd correctly into a particular
database in formats that are singularly defined by the local database administrator. However, there may be
inconsistent formats among the heterogeneous bibliographic databases because of a lack of standards and
autonomous database development and administration. For example, dates can be constrained in a local

database to be either May i; 1985 orl May 1985 f:orm'at.

27-
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There may be additional differenices in upper/lower cases, abbreviations, spaces; of punctuation: These
inconsistencies hinder the automated processing of bibliographic citations in the down-loaded disk file.
Hence we find in processing a search based on date ranges, software must be written to handle the date
discrepancies, or the search will be incomplete. Author names also introduce problems because R. L.
Smith, Richard L. Smith, and Richard Lee Smith are the names of the same author: If one desires a list of
articles written by Richard Lee Smith after a certain date, the tabulation would be inaccurate.

A recent study on popular ’front-end systems’ available on the market for processing biblicgraphic
citations shows that the user has a limited choice of features such as down-loading and filé creation.(i.e.,
SciMate, InSearch, CONIT)[Bol84]. Software is not available to address the problem of data consistency
among hetérogérieous databases.

Goldstein and Prettyman have developed softwire to process down-loaded citations with the goal of
incorporating a specified reference format into manuscripts: In their work they encounter the typical

proi)iems' of proces's’ing héterogenéous’ i)ii)iiographx;c cx; tau;on's.

17



They propose transforming each citation into the following canonical format.

Data Element Tag
TYPE . TY
DATABASE DE
TITLE TI
AUTHOR AU
SOURCE SO
INSTITUTION IN

o
IS

el
o
[ N
3%

NO. & TYPE MTG NO
MEETING TITLE ™
v . VL

\O' 00! ~3 ION v i 3.0 i M|

10 ISSUE I
11 MONTH (JOUURNAL) MO
12 DAY (JOURNAL) DY
13 YEAR JOURNAL) YR
14 MONTH (MEETING) MM
15 DAY (MEETING) DM
16 YEAR (MEETING) M
17 PAGES PG
18 TOTAL PAGES TP
19 PUBLISHER PU
20 PUBL. CITY PT
21 PUBL.STATE PS
22 PUBL.COUNTRY  PC
23 PUBLICATION YR PY
24 MTG.CITY MT
25 MTG.STATE MS
26 MTG.COUNTRY MC
27 REPORTNO. RN
28 RETRIEVAL NO. RG
29 ISSNNO. SN
30 PART NUMBER PN
31 CODEN cb
32 NOTES NT
33 EDITOR TYPE ED
34 AVAILABILITY AV
35 COPYRIGHT YEAR CY
36 PUBL.AUTHOR AA

The process is divided into three stages.
*  Pré-Processing
*  Parsing

*  Post-Processing




Steps for pre-processing records down-loaded from heterogeneous databases into separate local files
are:
1.  translate field labels in all files to a common set;
2. include fields for, and add database and retrieval systém names to all records;
3. merge all records into one file;

4.  reorder the records into a format that is optimized for further processing;
5.  determine arid add the type of publication;

6.  standardize the format of the author’s name:

The parsing stage is to separate the complex source field into discrete information. Further details
are found in Chapter 3.

Post-procéssing i to further format the information for consistency in the end-product application
program. The end-product could be a statistical analysis based on certain keywords or a bibliography for a
publication.

The post-processing tasks are:

1. conversion for case consistency;
2.  standardize journal ¥itles;
3:  correct inconsistencies in format;
4. expand abbreviated tites;
5.  add missing data;
6. make linkages between articles and proceedings; chapter and citations.
The Goldstein and Prettyman work involves knowing the database source and then writing specific
software for that bibliographic database source. Their proposal for a canonical form for bibliographic

:10-
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citation databases is an attempt to develop standardization regardless of the bibliographic citation sources.

A significant amount of work has been done in the processing of heterogeneous bibliographic
citation databases by the Technology Information System(TiS) of the Lawrence Livermore National
Laboratory(LLNL). They have been working on technology transfer through computer networks located
nationally and abroad since 1975 and have developed the Integrated Information System (IIS) that manages
information and resources on the TIS system. IIS supports the down-loading and analysis of bibliographic
citations from heterogeneous database services. A major goal is to provide the capability to extract
scientific and technological intelligence from the information contained in these databases. To accomplish
this, software has been developed to process bibliographic citations from the federal information centers of
thé Department of Energy (DOE), the Department of Defense(DOD), and the National Aeronautics and
Space Administration(NASA) as well as thé thrée major U. S. commercial Services -~ Lockheed-
DIALOG, SDC-ORBIT; and BRS. [Boi84]

The Integrated Information System (IIS) software package is menu-driven and provides for the

following bibliographic database options:

[TRANSLATE] translates citations to a standard format

[MERGE] combines translated files from different sources into one file
[STAT] creates a statistical profile of citations

[ANALYZE]  analyzes bibliographical text

[REVIEW] permits on-line evaluation of citations for relevancy.
[CONCORD] creates indexes by author; subject, descriptors; etc.
[PERMUTE] issues multi-term statistics of the text in selected data fields
[CROSS] cross-correlates the contents of data fields

[PLOT] shows the number of citations by year in a graph
[DISPLAY] displays the contents of any file on the CRT screen

-11-
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TRANSLATE, MERGE, DISPLAY and REVIEW do the pre-processing steps 14 mentioned by
Goldstein and Pretiyman, ANALYZE, CONCORD; PERMUTE, CROSS, PLOT, and STAT aliow the
user to produce some trend analysis from the biblicgraphic citations that have goné through the
préprocessing steps.

Currently, the trend analysis is not entirely accurate since the detail information is not entirely

consistent. A closer examination of the pre-processed files shows dates in the following form:

1. 1May 1985
2.  May1, 1985
3. 1985.

4. 5/1/1985

5. 1985

6. 5 i/S_S

7. May 1985

8. May, 1985

The job of prodiicing a file that is consictent is time-consuming and difficult; duplicate bibliographic
citations are not easily detected. A particular citation usually contains only a subset from the set of data
tags and different databases may enter certain detail information under different data tags. An example is
the the following:

<DATABASE SOURCE> DIALOG NTIS FILE 6

<TITLEs Online Directory of Databases for Material Properties

<DATABASE SOURCE> DOFE/recon

<TITLE(MONO)> Online directory of databases for material properties
-12- /
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Thie purpose of this project is to further extend the consistency of the detail information found in a
merged file that is the result of dowa-loading heterogenous bibliographiic citation databases. It is through
standardized, regardless of source. The standardization of dates and autiors and titles include accounting

for spaces, punctuation, capitalization, and ordering.




Chapter 3:

The Message-Object Model

We first establish the foundation for using abstractions in software development. Next, we discuss
the motivation for using abstract data types via Smalltalk 80 classes to solve the data consistency problem

in heterogeneous bibliographic citation Jatabases.

3.0 Abstraction Mechanisins in Moderii Programming

Recent werk in programming methodology Hias led to the vecognition of three kinds of abstractions:
control, procedural and data. A large effort has been expended in developing a modern programming
quality of a program depends on the programming methodology used. The effective utilization of the
methodology is strongly depeident on the programming language selected for the software development.
Certain concepts in the methodology may be difficult to put into place if the language does not provide the
constricts that make the process automatic. The language does influence the way a programumer thinks and
formulates ideas. A good match of the methodology and the language enhances the likehood that the
methodology will be followed: An example would be to attempt to introduce the concept of block striictuie
using Fortran 66. A better choice would be Pascal because the language supports biock structured

unneécéssarily enlarged for the software implementer[Lis74][Lis77].

-14-
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3.1.1 Software Absiractions

What do we mean by software abstractions? We miean that the abstraction isolates the use frori the
implementation. That is to say, that the abstraction cin be used without the knowledge of how the
implementation was carrizd out, and the implmentation can be done without the knowledge of how it is to
be usedfLis77]. In the early 2950s, we see the applicztion of abstractions ixi terms of assembly language
rather than machine language in terms of octal numbers. Three letter acronymis were used instead of an
octal number that represented the operator. Operands were designated by symbolic labéls rather than
absolute addresses in memiory. Eaily languages supported built-in data types like integer and reals, One
did not think in terms of binary bits in a computer word at a certain physical location in memory: Later
type checking aided in appropriate default conversions when a real number was added fo an integer.

Hence, the programmer was relieved of lew level detail. Procedural and control abstactions were
dominant. Sorting procedures and square root functions could be specified without requiring knowledge of
the implementation, and the implementation could be done without knowledge of how they were to be
used. Eater, control abstractions siich as do-loops were miade availablé so the concept of iteration was
abstracted by the language construct. Abstractions were treated as a program organization technique.
Programmers could define macros and define new data typeés required by a specific problem. We note that
data structures such as stacks and linked lists were first treated systematically in 1968. The idea of
studying and formalizing programming activity dates back to this time[Sha84]:

What was recognized in early 1970 was that programs were difficult to understand and maintain.
code” evolved and was a familiar occurrence among programmers. Locality was advocated in terms of if-
then-else or do-while control constructs. For a while, extensible languages were promoted because they
allowed the programimier to add new control constriicts and data types to the base {anguage in an attempt to

add clarity to the program and make the programimer’s tasks easier. This idea became unpopular since it

were grouped together, and to find a technique to describe the extensions accurately.



The feed for more accirste Specifications was recognized since programmers typicaily relied on
procedure headers and parameter lists with acconipanying text to define the procedural abstraction. This
specification technique depended on individual styles; and some were well written and accurate, while

3.1.2 Structures Programming Methodology

The struct:red programming methodology was developed in the 13705 to address these probliems: to
make programs reliabie, easy to understand, develop and mainiain. It detziled phases in software
development, specified tools needed to assist in the process, and established tests and criteria for program
correctriess. Program development was to evolve top-down using the idea of abstactions. First the
statement of the problem was presented and then successive refinerients were made until the problem was
finally solved. The idea is to start with a high level abstraction and then progress by problem
decomporition to recognizing subsidiary abstractions. This is ‘where we find modern programming
languages as CLU, Alphard, ADA, Concurrent Pascal, Euclid, Gypsy, Mesa and Modula being developed

to support thé structured programming methodology[Sha84].

3.1.3 Absiract Data Types
Proceduial and control abstractions were available but the idea of abstiact data types needed
promotion. Through abstract data types, th idea of locality would hence be further extcnded, making
programs easier to design, implement, and maintain. Specifications would be easier to write because of the
encapsulation of the data structures. Data behaviors could be defined only within the abstract data type:
The requirements of a language supporting data abstractions developed. Linguistic constricts were needed
that implemented data abstractions as a unit in terms of data representations and operations on the data.

The construct would provide a mechanism by which the langiiage would limit access to the representation

except by the operations defined. Smalltalk is such a language with abstract data types in te.ms of classes.

CLU has clusters; Ada has packages; Flav has flavors.

:16-



A basic concept is that the operations defined for a class must include all operations nieeded ifi handling the
data structure. Usually the operations include create, modify, and access operations. The desirability of
classes is that the language takes care of all the interfice specifications, the names for instantiations of the
classes, the assignment, argument passing and type correctness.

Essential to abstract data types is the primitive library that is provided with the compiler. Here
typical abstract data types as arrays, AVL trees, bags, and dictionaries are provided from which the
programmier can devéiop new abstract data types particular to the application; Inheritance i3 important in
that new abstract data types that are defined are based on the properties defined in a primitive abstrazt data
type. As a matter of fact the abstract data types are usually arranged in & hierarchical tree $o that an
abstract data type inherits all the properties definied batween it and the root of the tree.

Abstract data types are the means by which the human can transform problem-domain coricepts into
the computer-domain model. In other words, the separation of specification and impiementation is the
desired resuit. The goal is that program correctness at the abstrict level can be ascertained before the
implementation. The phrases "abstract data types" and "object-oriented programming have been used in
various contexts, from Simula and its derivatives such as Ada to powerful data description languages used

in knowledge representation: The meaning we apply is in the Smalltalk-80 context.[Cox84)

3.2 Object-Oriented Programiming

Object-Oriented Programming replaces the operator-operand coricepts that are used in the traditional
computer-domain model. The idea is to introduce a coordination tool that supports change; reusability; and
enhancements. The goal is to transfer work from the human to the machine and to enhance consistency
from the human viewpoint.
Encapsulation is an aid in using the system and isolates the objects from the environment except through a
carefully controlled interface. Inheritanice is a aid to building the systém. New classes are defined by first
intieriting the data and behaviors of older generic classes; then specifying only How thé new onés differs.
The idea is to define the data abstractions 5o the programming task is made minimal.

217-
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Now we will define some terms used in a Message-Object programming language such as
Smalltalk-80. The terins object, message, class, instance; and method are all defined in terms of each other.

them by examples in Chapter 5.

3:2.1 Objects
Objects are virtual(computer-based) machines. They have some data (private part), a set of
operations(shared part), and a run-time mechanism for selecting operations on the data that are activated by

a message sent to the object. They exhibit one of their behaviors when they receive a message.

32.2 Messages

Messages are sent to objects and are réquests to obtain a desired result. The méssage contains a
predefined operation(method) to be done on the data structure and are serviced one at a time by the object.
Objects representing numbers have arithmetic operations; objects representing data structures as AVL trees
create an empty tree, add, delete, modify, or count elements. . |
3.2.3 Classes

A class represents a description of a group of siniilar objects. A class is the abstract data type and an
object is an instantiation of it. For example the class rectangle deals with the generic group of rectangles,
but an instarice of class rectangle will have specific dimensions for length and width. Binding is done at
run-time so there is no static type checking at corpile time. An éi;iﬁﬁié would be the class Array in
an operation as printOn defined in class Array will work on any of the three subclasses mentioned,
although the data representations differ in terms of byte, Id, or integer. Also a new subclass defined later
will also bé handled correctly, and class Array does not have to bé revised to make considerations for the
new subclass data type. This is how reusability in data abstractions becomes a major asset in software
development. )
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3.2.4 Methods

A miethod is a description of how to do an operation and i$ Specific to the class in which it has been
defined. It resembles procedures and could use class variables as parameters. Methods are written in a
high level iérigdég’e like Smalltalk-80, Lisp', or C. Thé set of methods should include all the operations

3.3. Benefits of Object-Oriented Software

One basic caveat of object-oriented software is the concept of reliable reusable code. As a matter of
fact the classes are called IC’s from the engineering concept of intégratéd circuits. To start with, one uses
a set of basic classes that form the root of the inheritance tree that can be systematically augmented by
deﬁning new ciassés.

To further understand the problem we are addressing, let us look at the Goldstein and
Prettyman[Gol85] analysis of bibliographic sources from four different bibliographic citation databases:
MEDLINE, INSPEC, ISIC, and COMPENDEX.

[MEDLINE]  Ann-Trop-Paediatr. 1983 Dec. 17-18: 3(4). P 197-200.

[INSPEC] LASER FOCUS (USA). VOL.19, NO.8. 61-6.
[si€] COMPUTER 9(3):11-12
[COMPENDEX]

a) Electronics v 56 n 7 Apr 7 1983 p 155-157.
b) IEEE Trans Magn v Mag-14 n 5 Sep 1978; INTERMAG (int Magn) Conf,
Fiorence, itaiy, May 9-12 1978 p 964-965

The parsing of the citation source is a major task in arriving at the information in the canonical form
words to the authority dictionaries, and new valid acronyms, entries and werds:
is-



Goldstein and Prettyman give an accompanying parsing structure for each of the above citation

sources.

[MébLINE] Etiﬂei.*Ey'earj*fm'ohdii.‘i‘iday(s)j.*fvoi]([issué]).*P*[pagés].

[INSPEC] [title]([country]).*VOL.[volume],*NO.[number] *[pages].
[ISIC] ftitle]*fvolume]([issuel):[pages]
[COMPENDEX]

a) [title]*v*[volume]*n*[issue]*[month] *[day(s)]*[year]*p*[pages]
[conf. name]; *{city],*[country],*[month]*[day(s)]*

" fvear]*p*[pages].

One observes there are classes that are common to the different sources. As a matter of fact, the
tasks involved in processing for data consistency of title, volume, and date, are similar regardless of the
database origin or the citation source. There may be variations in case, punctuation, abbreviations, and/or
format. We see date specified as Sep 1978 or May 9-12 1978 in the COMPENDEX sources: The goal of
this project is to develop somie prototype classes that augment the set of 'géneric classes to provide the
abstract data types needed to produce data consisteacy in citations from heterogeneous bibliographic

databases.
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Chapter 4:

Prototype Development Environment

This chapter describes the physical hardware and software methods used to implement the prototype

classes to process hétérogénéous bibﬁographic citation databases into a consistent form.

4.1 Computer System

The work was started on the LLNL Engineéring Réséarch Division (ERD) VAX 11/780 using the

VMS operating system since it was the only installation with the Objective-C compiler at LLNL at the
time. The parser development using the Unix tools LEX and YACC was done on the Tektronix 6205
workstation. The parser modules were sent over the network to the VAX to be compiled by Objective-C

along with the prototype class modules to minimize use of the resources on the VAX. With limited system

resources on the ERD VAX, the work was later completed on the LLNL Technology Information System
(TIS), which meanwhile acquired the Objective-C compiler. Their VAX 11/780 uses the UNIX operating
system BSD 4.2; certain VMS program lines needed for compatibility with Objective-C were removed; In
general the environment was simpler for development work since the VMS port for the Objective-C was

still in progress whereas the port for Unix BSD 4.2 was complete.

4.2 Software Development Tools

The Objective-C compiler from Productivity Products International in conjunction with the C
compiler was used to implement the Object/Message model prototype for bibliographic citation databases.
The Unix tools Lex and Yacc were used to develop the parser generator, and the tool Make aided in

software deveiopment. [PPIéS]
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4.2.1 Objective-C Compiler

The Objective-C compiler is based on the Smalltalk-80 Message/Object Model. The syutax for
developing classes in Objective-C resembles the Smalltalk-80 language but differs significantly in that the
class methods aré defined using the C-language. The Objective-C compiler is a preprocessor that produces
C source that is then compiled. The preprocessor produces Class and Phylum files that are information
repositories and form the basis for inheritance and encapsulation for the classes:

Smalltalk-80 is the result of 14 years of research and development by the Software Concepts Group
at Xerox PARC. It is based on a software environment contained entirely within a workstation with special
hardware to imbroVé pérf:o”rinaht:é by orders of ma'gnitudé. The Smalltalk-80 environment soiély uses the
Smalltalk-80 language and provides the software person with a repertoire of basic classes. The
environment includes utilities usually provided by the computer operating system; such as the text editor,
compiler, and debugger. The énvironment makes extensive use of graphics windows, pull down menus,
and a pointing device so the user can work on several views of his work in progress. To change text under
softwaré development, the usér points at the line, edits it, issués the compile command, removes syntax
errors, tests the software, and then compiles and links the new software into the system. All this is done
without changing "modes" for editing, compiling, {iling or executing:

The Objective-C compiler is different in that it is one of the many tools the software developer can
add to the utilities offered by the operating system. I: is available ini the VAX VMS operating system
environment as well as computer systems with the Unix BSD 4:2 operating system: It is is a preprocessor
to the C compiler and adds the basic Smalltalk-80 concepts of classes, objects, messages, encapsulation and
inheritance. Objective-C is an object oriented programming langnage layered on top of C and allows one

to use it in addition to the existing software and hardware,
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Diagram of Compﬁution Umts[PPlSS]

Objective-C

€ Preprocessor

C Compiler
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Objecli ve-C Class Libraries

Included with the Objective-C compiler package are the Basic Class Library and the Foundation
Class library that establish the root of the hierarchy of reusable classes from which classes for the specific
application are developed. Classes developed for the application inherit properties of classes between the
root and itself. The hierarchy of classes provided with the Objective-C compiler are presented graphically
in a'ppencix;x A

The Basic Library contains the classes Nil, Object, Array, IdArray and String. The root of the
inheritance hierarchy is class Object that points to the Nil class. Every object inherits all the methods and
instance variable available in class Object. Class Array is detailed to give an idea of the methods this class
supports: Array is a superclass of several classes that support indexed instance variables: It has an
instance variable céipacity that records the units of elements of the array. Méthdds are defined for instance
creation with n-elements that may be initialized from an argument list or not. Methods are also defined for
copying, inquiring on capacity, printing to an /O device, comparing and hashing, and notifying on bounds
violations. ‘

The Foundation Library contains the classes Assoc, AVLDict, AVLTree, Bag, BytArray, Cltn,
Dictionary, IntArmay, Cltn, Dictionary, IntArray, OrdCltn, Point, Rectangle, Sequence, Sets, Stack and

Unknown.
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ERIC

Diagram of Hierarchy of Classes in Basic and Foundation Library[PPI8S5)

\\\\\

// T~

NN

\*w\\\ AR

m | ?a;"‘"\

§\\\

AN

4 4 A

\x
3\%&&%

\\\\\Q

NN

AN

Dmmm.‘,
Ons Coertible

(es mm., o oty
e Set, as Bag) .

. Foudation CIEsSes (Pylun = Geonatry)

emhns = instance of

'_-ﬁ- voris with

% BesiG ity (hylun = Prinitive)

Founmtion Classes (Pylum =Coltection)

25,

34



The implementer of an Object/Message application must be familiar with the available classes to
appropriately use the inheritance properties inherent in the class hierarchy. In the prototype
implementation, the class Object was used. In the discussion of future work in Chapter 7, the development
of other classes are described o support the task of crenting consistency in the hétérogénéous bib]iographic

citation database.

4.2.2 Unix Tool: Lex

The Unix tool; Lex, is a program or module generator: The basic model for Lex is based on the
theory of regular expressions[Aho74]. It penerates a modiile that is a deterministic flnite state automaton.
The input to Eex is based on user specified rules that are in the form of regular expressions. Regular
expressions are rules for specifying character Strings to bé matched and include opérator characters to
account for repetition of strings, optional or required occurrences of strings, and the ordering of strings.
The user may associaté a procedure with 2 rule so further processing is done when a rule is matched: For
example, if a rule in the form of a regular expression expects a number, the associated procedure may
verify that the number is in an expected range and flag an error if it is not valid[Les75). Lex generates the
module that does lexical anai'ys'is on the inpm character stream cbnsisting of the detaﬂ information
associated with a data tag in a bibliographic citation. The tokens and optional values are passed to the

parser.

4.2.3 Unix Tool: Yacc

Yace is a tool that generates a program or module called the parser. Yacc is based on Context Free
Grammars using Backus-Naur Form(BNF) descriptors to specify the parser that accepts the language. The
formal discussion is found in [Aho74] and a user’s manual in [Joh75]. The input to Yact are user specified
gramivar rules and 'o"pti'onai procédurés' to be invoked when the grammar rule is recognized:. The parser
includes a call to the lexical analyzer that passes tokens and optional values recognized from the input

character stream.
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The parser does a syntactic analysis and does the associated actions if the input satisfies the grammar ruie.
For the prototype the grammar rules include aii the legal variations in the detail iz ormation for a data tag
in a bibliographic citation.
4.2.4 Unix Tool: Make

The Unix tool Make is a software managemerit tool that allows dependencies to be specified by the
user among software modules. Changes to a source file are automatically detected and trigger the
appropriate actions specified in the dependenicy rule. For example, modifications to a source file couid
trigger récompilations of other dependent source files.

4.3 Summary

implementation.
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Chapter 5:

Prototype Implemenzation

This chapter introduces the basic data abstraction mechanism in Objective-C, the class. A prototype
for processing heterogeneous bibliographic information is described to show how the abstraction is used in
program design and how it is used and implemented in Objective-C. A system overview that details the

major steps in producing the prototype i diagramed.

~ lbbout Main Program

Yecc Speciticetion File yyrerse
) R

System Overview of Prototype Implementation
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5.1 Sources of Data

The source of data could bé the result of a session by a user at a terminal making queries of an on-
line system such as the Dialog system that involve the search of bibliographiic citations on a topic. The
output is usually in the form of a disy "y of the retrieved citations and may be followed by a more complete

printout of the citations. In our case, the facilities at the LLNL Techniology Information System (TIS) were

used to obtain bibliographic citations on the subject of "Computer Gateways and Networks” from the six
following on-line database services: DTIC/DROLS-TR, DIALOG NTIS FILE 6; BRS, DOE/RECON;
NASA/RECON,; and SDE/LIBRARY and INFORMATION SCIENCE ABSTRACT. An on-litie sessior
with each particular database service was used to capture the information into  iocal file. The citations in
the local file was translated into the TIS standard form for bibliographic citations. The six local fi'3s were
then merged into a single file so that post-processing analysis could be done on a single file. A sample of
the merged file is included in Appendix D.

Each bibliographic citation consists of an average of twenty fields of information. Each field begins
on a new line and consists of a data tag delimited by left and right angle brackets (<;>) and ending with the
descriptive information. In database terminology, one can consider the data tag as a field Iabel and the

descuiptive information as the field detail.

5.2 Reformatting the Detail Information for Consistency
On closer examination of the bibliographic citations in the merged file one finds similar types of

information may be represented in differing formats if they come from different database sources. There

may be varying formats within a database for items coming from different publication types. For example,
"<DATE> 1985." appears in a BRS/National Library of Médiciné Database record, whereas, "<DATE>
Aug 1984" appears in a DIALOG NTIS FILE 6 citation. Another problem is that "<TITLE> PLURIBUS
SATELITE IMP DEVELOPMENT MOBILE ACCESS TERMINAL NETWORK" appears in upper-case
in the DTIC/DROLS-TR citation but "<TITLES An on-line directory of databases for material properties”
appears in lower case except for the first word in the NASA/recon citation database. One can make the
observation, however, that similar "classes” of information occur in bibliogtébﬁié citaticns.
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The task of reformatting the detail information for consistency is a complex job. The detail
information from different database sources may appear with a different data tag: An example is
"<TITLEs Post-processing of Bibliographic Citations from DOE/RECON, NASA/RECON, and
DOD/DROLS. Kevision 1." from the DIALOG NTIS FILE 6 whereas the same citation in the DOE/recon
database has "<TITLE(MONO)> Post-processing of Bibliographic Citations from DOE/RECON,
NASA/RECON, and DOD/DROLS: Revision 1." The task of consistency may include a cross correlation
of information. If the title is not available with the <TITLES data tag; the information may be available
with the <TITLE(MON®)> data tag. Hence a duplicate may be detected and removed. Typically, one
in the area. We pointed out in Chapter 2, they estimate that thirty=five percent of the bibliographic citations

are duplicates[Hal83] and so the accounting of duplicates is important.

5.3 Program Design Abstractions

Consider the merged file as a data abstraction called in-stream, and the data abstraction called out-
stream that will contain bibliographic citations in a consistent format. We will need procedural
abstractions that indicate when in-stream is empty, or determine the next data tag and data field pair. We
can consider each data tag and data field 'p’air as an abstraction, Hénce; we Can arrive at abstract data types
for "date", "title", "author”, and etc. that are based on the data tags found in the merged file.

The <DATES abstraction is presented with details for its implementation. The bibliographic data
tags such as <DATE>, <AUTHOR>, or <TITLE> are hindled as left context operators. They trigger
environments that are very dissimilar. On closer examination, the information associated with <TITLES is
considered as a string, whereas the information associated with <DATE> is considered on a word basis;
where a word is any nonempty sequence of alphanumeric characters. Adjacent words may be separated by
non-alphanumeric characters as space, punctuation,; or ﬁérv’v'iihe.' Héryée’ the lexical rules and actions must
be specified 's'epa'rateiy for these two different environments. In looking at the <AUTHOR> and <DATE>
detail information, the parser rules and actions must be specified individually also. An author June E.
Smith has a first name of "June", whereas June should be handled as the sixth montn if it is a date.
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A discussion on handling of left context sensitivity is described in the Lex reference[Les75]. Once the data

tag has been identified; then separate lexical and parser routines associated with Lex and Yacc rules are
called to process the information. We can think of Lex and Yacc as procedural abstractions in the
development of our prototype class. The Unix tools Yacc and Lex produce C modules of advanced
algorithms in a convenient form that ¢an be easily integrated into the prototype application program. These
program generators do special jobs based on user specifications that are easy to update. Yacc produces the
module "yyparse" and Lex produces the module "yylex":; The user can insert C code before; within, and
after the call to either module to add a large amount of flexibility. The modules generated are special
purpose and have excellent performance in terms of time and space. They save thie user from writing their
own C code and hence frees the procgrammer from details that are conceptualized as procedural

abstractions.

5.4 The Prototype

To show the ease in creating Objective-C classes, the p’"rotctype for the Date class is described. The
prototype consists of the Lex and Yacc specification files, the Date ciass data abstraction, and the main
program module. The tutorials on Lex and Yacc were helpful in developing the specification filesfBel78].
S4.1 Lex Specification File

The generai format of Lex input is:

{déﬁniﬁons}
%%

{rules}

%%

{user routines}
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The definition section is:

%{

#include "objc.h”

#include "y.tab.h"

#define MON(x) { yylval.lex=x; retarn MONTH; }

~(N,Collection,Primitive)

%}

The include file "objc.h” contains mrost of the standird definitions for the user of the Objective-C
compiler. The file contains various C types such as STR for string, SEL for selzctor, BOOL for boolean,
IOD for /O descriptor and SHR for the shared part of an object. The include file y-tab:h is created by Yacc
and contains the tokens used for communication between the lexical analyzer and the parser. The macro
MON(x) is defined to assign a value to yylval.lex that is returned to the parser. Values returned by the
lexical analyzer and associated action procedures are intégers by default. The rules to Yacc can define
other types. that the parser tree handles so the stick properly carries out the reduce'.and shifts to determine
an &cébﬁhg state for the statement being parsed. The Yacc discussion covers the union of types that

account for the suffix ".lex". The last statement is an Objective-C declaration for the Phyla fiies.

The rules section conSiSu;ng of regular expressions is:
%%
[i7]an("."Juary)? MON(1);

[dDJec("."lember)? MON(12);

e



[0-9] {yylvallex = yytext[0] - '0' ; return DIGIT;}

[] {; /* delete blanks */ }

- {rewmEOL;  }

A { return EOL ; }

In the regular expression *[jJ]an("."juary)?"; the months are allowed in aiffé;éﬁi forms, i. e. jan; jan,,
january,Jan, Jan., or January. The macro MON(x) is the action statemient where the valué returned is an
integer, that is 1 for January, 2 for February, and etc. The value is stored in yylval.lex; and MONTH is the
token returned. The characters 0 through 9 are recognized by the regular expression [0-9] and the action is
to retiim the integer value for the character representation and DIGIT for the token. The regiilar expression

[ ] deletes blanks since there is no action statement. The regular expression "\n" recognizes end-of-lines

and returns the EOL token. The regular expression "." recognizes any other character and the action
statemefit returns the singié character.

The last section defines procedure "date(month,day,year)" for checking that the month is in the range
Terse error warnings are included that could be changed to more sophisticated error recovery actions. See
Appendix C for the details. Hence the lexical analyzer module, yylex, should be able to recognize the

tokens in the eight variations for "date” that are tabulated in Chapter 2.

5.4.2 Yacc S‘feajﬁcatfon File
We now describe the specification filé that is input to Yacc to generaté the module yyparse. The
general form looks like:
declarations
%%

rules
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%%

programs

The declaration section is:
%{
#include "objc.h"
= (N, Collection, Primitive)

extern id dateObj;
%}
%union {
short lex;
id obj;
}
%Start prog
%token<lex> DIGIT MONTH
%token<lex> EOL
%type<lex> number year day

%type<obj> DateStmt

In the declaration section we have the include file objc.h and the phyla declaration that were
described in the previous section on Lex. The external declaration of the instantiation of the Date class;
dateObj, is required since dateObj is created in the main program. The union statement defines the two
data structures on the parser tree, the "lex" integer data structure and the Objective-C "obj" id data

structure. The goal symbol, prog, is defined by the %Start statement, and the legal lexical tokens that yylex
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recognizés are DIGIT, MONTH; and EOL. Number, year, and day are parsed by yyparsé and have the

"lex" integer data structure. The DateStmt has the "obj" id data suucture.

Thé ru'iés séction is:
%%
prog: DateStmt EOL { exit ();} ;

DateStmt: MONTH day °,’ year

{
date ($1, $2, %4 );
$$ = [dateObj mo: $1 da: $2 yr; $4 J;
[dateObj print];
}
[---}

da'y: numﬁér;
year: number;

number: DIGIT | number DIGIT {$$ = 10 * $1 + $2; };

The rules section specifies the BNF grammar for parsing the legal forms of date: The date procedure
checks that the number of days is within the correct range for the month, with leap year taken into

consideration.

The following statement:

$$ = [dateObj mo: $1 da: $2 yr: $4J;

stores the month, day, and year values in the object, dateObj. The Objective-C message expression is
contained between the pair of square brackets([...]). The message is sent to the receiver, dateObj. There
.35.
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are three keyword selectors, mo, da, and yedr, that consist of a string of characters ending in a colon:
character: The arguments to the keyword selectors are $1, $2, and $4 that are obtained from the parse tree:
This is an invocation of a method defined in the Date class and is a behavior in addition to the instance

methods that Class Date inherits from the Object Class.
[dateOb;j print];

The print method is défined in the Daté class and defines a behavior for printing the values stored in
the dateObj object for month, day and year. The user simply invokes the print method and is not
encumbered by the details of the data structures of month, day, or year to print the information correctly.
In contrast, the Fortran programmer must know whether the mionth, day, or year may be in ascii, octal, or
integer format to select the proper conversion specification in the "Format" statement. The proper
definition of the methods in a class should encompass the create, modify, or réply so that the user’s
requiremerits in working with the class object is complete.

The program section is the last section and contains an error diagnostic that prints a warning to the
user if the input can niot be parsed by the grammar rules contained in the input specification file for Yacc.
space, /, and variations in the date format are handled with a minimum amount of software. The values for
month, day, and year are stored as instance variables into the object, dateObj, through the method defined
within the class Date; and the print operation is easily invoked since the details are encapsulated as a

method il‘l the CiaSS bate.

5.43 Date Class
The Date class is defined in the source code file, "date.m”. The declaration section has the
Objective-C include file, objc.h, and the Yacc include file, y.tabh. Next, the declaration for ascii

representations for month is included for the print method.

o
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The following statement:

= Date:Object (N,Collection,Primitive)

reflects that the Date class inherits properties from the Object Class, and the Date class will be included in
the writable phylum file "N". Also, the Date class may use the classes in the Ubjective-C librar: s
Collection, and Primitive. The instance variable are declared to be integer for month, day, and year, and
are called mon, da, and yr respectively. The first method prefaced with "-mo: ..." stores the values in the
instance object. The next method denoted by “-print ..." prints the date to the terminal. The print method
will test for the default values of -1 and vary the printout. The three sample printout forms are:

1 May 1985

May 1985

1985

5.4.4 Main Module

The main program contained in the file, "main.m", begins with the include filé for the C compiler
standard I/O library, stdio.h, and the Objective-C include file, objc.h. The phyla declaration statement for
the main program follows. The éxternals are declared in addition to the instance object, dateObj. The
main program sets the output to be the terminal that is the Unix standard output device.
The statement:

dateObj = [Date new] ;
creates the object for the Date class. Since the method "new" is not defined in the Date Class, the method
is inherited from the Object Class. The prompt ">" is printed at the terminal and then the input is expected
from user at the terminal so that it can be parsed and have its values for month, day, and year stored into
the date object just created. The print method is thien invoked to verify the proper values are stored in

this a'ppiicaﬁon program.
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Chapter 6

Summary and Results:

The intent of the éiéiéiiﬁé implementation is to provide a programming cxample of the Class data
abstraction méchanism of Objective-C as applied to the Date class to obtain data consistency in varying
forms of dates that are contained in bibliographic citations. Through a simple example, features of the
abstraction mechanism in Objective-C have been presented. The Unix tools, Lex and Yace Qék used to
develop the procedural abstractions, yylex, and yyparse, that do the lexical analysis and syntactic analysis
on the varying date forms. Eight variations of dates consisting of month, day and year were established in
the dateObj object for the Date class. With the instance variables set to specific values, the print method
could be invoked to take care of the task. The private data and daia access methods are encapsulated
within the Date class, and reciuires that the user communicate through messages to the object to elicit the
behaviors desired.

The Date class is an elementary example to show how other classes for the bibliographic citation
database can be developed for accomplishing data consistency in the numerous fields in a bibliographic
citation. The Date class can eas’iiy be extended to mcluded more methods, categorized as setting, inq’uirhg,

performing arithmetic and printing.

Setting:
1. -setmo: aMonth set the month
2. =setda: aDay set the day

3. -setyr: aYear  set the year
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fncjuiring: :
1. -getmo: aMonth  reply the month
2. -getda: aDay reply the day

3. -gétyr: aYear  reply the year

Performing Arithmetic:
1. -julian reply the Julian day

2. -dayofyear reply the nth day of year

1. -printmo reply the month

2. -printdy reply the day

3. -printyr reply the year

The goal is to develop a comprehensive Date class to simplify the task of constructing reliable
software that is easy to understand, modify, and maintain. This Date class wil be part of the Class Library
that is accessed by application programmers who will rely on the skill of the designer who develops the
abstraction. The classes must be defined such that the behaviors of the class of information is fuily defined.
These include the create, modify and reply operations. In the event that additionzl behaviors are necessary,
the concept of abstraction mechanisms in the programming language as Objective-C will guarantee that
software will not have to be re-examined or re-written because of the change.
application for data consistenicy in heterogeneous bibﬁo”grap'h'id citation databases. The main program is
expanded to examine the in-stream of data and look for the "<AUTHORS" or "<TITLE>" data tag. This is
easily done since the data tags are enclosed in the left and right angle brackets. The characters following

the right angle bracket are saved in a buffer until a left angle bracket is detected. This buffer of characters

is then passed as data input to the parser developed for the particular data tag information.
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4 48



In the TITLE data tag the Lex spe'ciﬁczition' file will have the action statement convert the text to

upper-case for consistency, and then will store the title into the object

yylval.obj = [String str: yytext];

return STRING;

The Yacc specification file will contain the action statement:

$5 = [:itleObj str: $17 ;

In the case of the AUTHOR data tag, the buffer of characters captured after detecting the Author tag
is passed to the Author parser that has BNF specifications to handle the variations in author uames. The
author list could be saved in the Set class. The creation of an Author object could include an initialization
that would givé a wild card charactér like "*" for the first or middle name in cases where the names are
missing from the input stream. The methods defined for the author class could treat the names as wild
cards when a match is required.

The fext i’o’giczii dévéiopmént is to défine a citation objéct that contains the Author, 'I:itlé, and Date

Objects as a related triple.

extem id String, Sei; id citationObj;
citationObj = [self with: 3

[dateOb; str];

[titleOb; str];

[authorOjb str]; 1;

Methods could be defined to create; add, delete; or modify a citation, in addition to printing the citation in
"pretty" forms for easy user viewing:
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The prime idea in defining classes for the heterogeneous bibliographic citation databases is to present the
application programmer with aSstr’actionS that handle the data types involved, and include all mettiods to
process the abstract data types. Hence the objects are the entities that are handled by the application
programmer to reduce the details that must he remembered. The particular class should characterize the
behavior of the data entirely. If not, additional methods may be added to the class definition. Indeed, even
if this is done, software that has been written based on the former class definition may not have to be
rewritten unless it accesses the new features in the class: The undetlying physical structure of the program
is taken care of by the physical interfaces used by the Objective-C 'co"mp'iiér.' The basic actions in
programming the application are assignment statements that create objects and invocations of class

methods through messages to the objects to exhibit behaviors.
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Chapter 7

Discussion and Future Directions

In recent years a variety of powerful generic tools have been created. Database Management
Systems(DBMS) and Spreadsheets are examples. They gain their power from the ability to operate on
various data. They provide the generic operations of create; modify, and output: We have attempted to
create the tool for data conversion. This Stiidy was iéstricted to blbhographlc citations to sée how far the
idea of a generic library tool can be extended. The development of the generic library tool requires the
definition of classes which the application programmer incorporates into user software. The concept of
abstract data types via classes can be extended to Database Managemient Systems. If one coasiders the
relational model, then the relations in the form of tables can be considered the data structure of the class.
The operations of retrieve, update, and append with qualifiers can be considered the class methods. This
abstraction is a convenient one for the application programmer since tables of information are a common
occurrence. But a detail look at the physical implementation of the data structure may be complex: The
storage and access mechanisms may be based on hashing algorithms if the data are sparse and have a
balanced distribution. B-trees may be used with linked lists for fast searches. Here the user is relieved of
the cbmpiexities that are Ieft to the Database Management System impleméntérs. To access the relations
the user relies on the query language that allows operations on the relations. In this same regard, the person
developing the classes for an Object Oriented application must provide the application programmer with
the necessary classes o do a jOb The classes must be générai énough io handle ap'pﬁcaﬁon programs tﬁat
have not yet been defined. This is what a good Database Management System provides, and is what the

being enhanced to do a better job for the user, and it is expected that the class library will bé improved with
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time. WHat is important is that the user will not have to réwrite any software that has been &évéiéﬁé&:t
Even if the underlying physical structure is chunged to improve speed or space, the user need not be
concérned, and all the benefits will be automatically gained. One can now readily understand the strength
in using abstractions. Through Object Oriented Programming the abstraction mechanism found in
Database Management Systems and Spreadsheets can now be extended to programming languages through

This project has demonstrated the feasibility of establishing data consiStency in heterogencous

bibliographic citation databases through data abstractions; called ciasses: Tutere work involves specifying
and implementing the full set of classes for this application. With the classes in place, the application
programs can be written to further the data consistency goal.

We have discussed the bilio-citation object consisting of the title, author, and date objects. The
objects associated within the citation object should be expanded to include the necessary elements for
identifying a bibliographic citation. This requires the establishment of a canonical form for a bibliographic
citation. A study of the bibliographic citation format from different sources shows that the data tag names
are diverse and many are singular. For example, the DOE/RECON database uses "<PAGE NOs 17",
whereas the DTIC/DROLS-TR has "<PAGINATION> 30P". Goldstein and Prettyman have proposed a set
of 36 fields for the citation canonical form and it appears in chapter 2. They propose two character data
tags, such as PG for the number of pages in the reference. Their canonical form is based on bibliography
preparation. The data fields for the general case needs to be studied and proposed: On a cursory glance;
the expanded canonical form should include "AB" for abstract, and "KW" for keyword descriptors. We
note singular data tags that probably are only meaningful to the iocal bibliographic database such as
"<LIMITATION CODESs 1"; can be excluded from the canonical form of the citation. With the data tag
and associated data elements defined for the canonical form of a bibliographic citation, the definition of
classes for data consistency can proceed. The Daté class can bé re-used for the journal date, publication
year, copyright year, and the meeting date. The definition of 2 Location class is appropriate for the meeting
location, publication location, and autior location: This class should access an abbreviation dictionary to
produce a consistent form of the location.
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If the location is listed as London, then London, England should be substituted: The location US; U.S.A.,
or United States should be made consistent in the same fashion. Wamings should be included for data not
found in the dictionary, so that it may be updated with new entries: The standardization of publication
titles can be added to a Source ciass. Certainly, the conversion for case consisténcy in a character strings,
and the expansion of abbreviations should be included in the class methods. Alternate names for people or
institutions could be accessible from a dictionary to further aid in_data consistency. We note that the
Dictionary class is available in Objective-C and can be incorporated into ar. class.

A future expansion should include the post-processing tasks in terms of the classes defined in the
application tool library. Methods could be iricluded to "pretty-print a bibliographic citation", to analyze
bibliographic text, to display the citations on the CRT screen; to plot the statistical information on a graph,
and to do cross-correlations on the data fields. The convenient tools of Unix can be incorporated into the
classes since Objective-C is designed with the use of Unix tools in mind. We have seen how the Unix tools
Leéx and Yacc were incorporatéd into the Objective-C program: -

The procedure of establishing data co’nsistency in a hétérogenébus bibiiographic citation database
through the definition of abstract data types can be extended to other heterogeneous databases. The
restriction ic that the information in the heterogeneous databases derive from a common base; as in
bibliographic citations. Hence for a relational database where a relation is employee, a field in the selation
is name, and its detail information is John Jones, the data tag could be <employee.names, and the detail
field would be Johin Jones. The existerice of a data tag and and an associated detail field in the database

establishes the reuse of the data abstractions created for the bibliographic citation database.
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Object
Qclass. .
__ Object
Qphyla
Primitive

Hierarchy of Objective-C Classes - @class, @phyla [PPI8S][Eag85)

AVLTree
Qclass
. _ AVLTYes
[ ophyla
Collectlon
Primitive
AVLDict
Qclass -
ALVDict
—— 1dAray
. _ Sequence
Ophyla
Collection
Primitive
OrdCltn
Qclass ._ .
QdClta
— IdArray
_ Sequence
Qphyla -
Collection
Primitive
- Dictionary
Cltn Qclass -
Qclass Dicitionary
Clta o ldArray
L IdArmy - — Sequence
_ Sequence Set _ Assoc
Ophyla Qclass Qphyla
Collection Set Collection
Primitive ldArray Primitive
— Sequence Y. .
Qpbyla - Baogelﬁi
Callection Bag
Primitive IdArry
— Sequernce
_ IntArray
Qphyla
Collection
Primitive
Stack
Qclass
Stack
— IdArray
. Sequence
Qphyla
Collection
Primitive .
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Object
Qclass-
_ _Object
Qphyla .
Primitive

Assoc

Qclass

— -Assoc

Qphyla
Collection
Primitive

Array

Qclass

Amy —T—

Qphyla
Primitive

Point
Qclass
~ Peint
Qphiyla
Géometry
Primitive
Rectangle
Qclass
Rectangle
- -Point
Qphyla
Geometry
Primitive
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BytArray
Qclass
- BytAray
Qphyla - -
Primitive
IdArray
Qclass
___IdArmay
Qphyla
Primitive

IntArray
Qclasa
.. IntArray
Qphyla
Primitive
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ﬁierarchy of 6bjéctive-C Classes (continued)

Qclass
, Sequence
: — __ IdAmay
. : Qphyls
Collection

T Primitive
Object R ——
Qelass | String
Object —] Qclase _ _
Qphyla [ __ String
Primitive Qphyla
Primitive

— _. Unknows
Qpliyla.
Primitive
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Appendix B

Objective-C Base Tree - methods [PPI85][Eag85]

Object
initialise
ndxVarSize

describe
doesNotRecognize: e

wwor AVLTree

free key:

hash . .
idOfSTR: addCoriterntaTo:
sCopyOf: addKeysTo:
iaEqual: _ —n fnd:
isKindOf: free
insertlnto:
] isCopyOf:
name _ key
notEqual: key: -
notlmplemented printOn:
notSame:

perform: with: R
parform: with: with:
pring__

printOn:_
printString:
responds To:
self
shallowCopy
shouidNotImplemens
show

sise -

storeOn:

str .

superClais
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Aruitoxt provided by Eic:

Object
mitlalize
ndxVarSise
new
poseAs:
readFrom:
23aGraph:
ke Citn
new
new:
with:
add
addContentsOf:
addContents To:
asBag
380rdCltn
asSet-
- contains:
= sachElemeat -
axpaind
find:
froe
hash
notlmplemented laCopyOf:
aotSame: isEmpty
perform: isEqual:
D hn: Wit imiCantentiOn:
ggﬁlzgm. with: with: PHiaton:

- remove: . -
:gg:gin;iiii removeContentsOf:
respondsTo: eise
)
shallo.” Sopy
shouldNovImplement
show
sise .
toreOn:
str

:nb;lus&spomibiiity
superClase

S

Objective-C Base Tree (continued)
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AVLDict

remove:
sise
values
OrdCltn
add: .
addContenteTo:
at:
bouzdsError:
find:
findMatching:
#8ndSTR:
firstElsment
18CopyOf:
lastElsmaent
lastIndex
ramove:
sise

add: [

addContents To:
contains:
differance:
expand

filter:

find: . e
findElementOrNil:
interdsction: _
occdrrencas Of:
remove:

replace: L

slze
unjon:

i2CopyOf:
lastElement
pop

push:

size

swap

Dictionary

with:
associationAt:
atKey:
atKey: put: -
includesAssociition:
includesKey:
keys_
values

Bag
new:
add: ... _
add: withOccurrences:
éxpand
free
includes:
occurrenceaOf:
printContentsOn:
remove:
size
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copy_ . .
doesNotRecogniza:
deepCopy

describe

error:

free

name
notEqual: __
notImplemented

perform: with:
perform: with: with;

PHntString:
responidsTo:
shallowCopy
shouldNotlmplement
size

storeOn:

str o
subclassResponsibility
superClass

Objective-C Base Tree (continued)

Array
new:
ndxVarSize_
ndxVarType
with:

slinnsy
béiiaiYiélatléni

printContentsOn:
printOn:

sige

sort
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BytArray
ndxVarSize
ndxVarType
new: -

toncat:
concasSTR:

printContentsOn:
sort :
str

str:

IdArray
ndxVarSize
ndxVarType
with:

add:
addContentsOf:
addContentsTo:
at:

at: put:
containa:
describe
eachElement

d

offsstMatching:
offaetMatchingSTR:
prifitContentsOn:
remove:

size

sort

IntArray
ndxVarSize
ndxVarType

describe

hash

intAt:

intAt: put:
INtAt: add:
i3CopyOf:
isEqual: _
printConténtiOn:
_sort



f)bjectivelé Base Tree (continued)

Assoc
key:
key: value:

compars:

awake _

capacity r
compare:

copy- - -
doesNotRecognize:
despCopy

describe

arror:

free_

idOfSTR:
lsCopyOf:
isEqual:
isKindOf:
sMemberOf:
isSamse:

name -
notEqualk .
notlmplemented
notSame: __

printString:
respondsTo:
b

show _
shallowCspy -
should NotImplement
size

storeOn:

sr
subclassResponsibility
superClass
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Object
frée
initialize.
ndxVarSize
nsw

noslmplemcﬁiéci
notSame:
perform:

tw h. with:

Objective-C Base Tree (continued)

Rectangle
fromUser
new -
origin: corner:

:: corner:
¢ extent:

i exteat:

bottom: . .
bottomCenter
bottomLeft
bottomRight
center
centerX
centarY
containe:

printString:

respondsTo:

sell

ahallowCopy - . nen.

shouldNotImplement !35556. B

show rightCenter

size :gg,

toreO op: -

L?" " topCenter

subclassResponsibility topLeit

superClass i&;}i)?:.zht
width
width:
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Objective-C Base Tree (continued)

Sequence
over:
fint
F_ WCHprOf:
next
orer:
rewind
8Graph: - String
awaks ndxVasSize
capacity ndxVarType
class Dew
compars: :
copy ___
despCopy
describe
doesNotRecognise:
efror:
free
bash

coneat:
concatSTR:
notEqual: CopY_ __
notimpiemented describe
hash
isCopyOf:
T lsEual:
with: ISEZualSTR:
printOn:

waiwCon: Unknown

shouldNotire - ~ment ndxVarSis

show ndxVarType .
%) newClass: Vars: onlOD: Text:
wkors- Sng L printOn:

.7 - - -

sabclans Tesponali . ity Eipacity

iperst . desctibe

doeaNoiRe  agnize:
iiVarCapacity:
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Appendix C
i’rototype Source Code

LEX Specification File

s - - - -

#include "“objc.h"-

#inclode "y.tab.h"™ . . _

#define MON(x) { yylval.lex = x ; Feturn MONTH : }
= (N, Collection, Primitive)

%)

(1 - o
fjglan{~."luary)? MON(1) :
[fF)eb (" .= |ruary) ? MON{2) ;
(mMlar(~."|ch)2 MON{3) :
[aA)pz("."1i1)? MON(4) :
[mMlay MON(5) :
[JgJun("."le)? MON(6) ¢
£3Jqul(."1y) 2 MON(7) ;
[aA)ug{™."|ust)? MON(8) :

[8s}ep(™."|tember)? MON{9)-;
fo0lct("."|obexr)?_ MON{ILD)
[nNJov("."|ember)? MON(11)
[dD]ec("."|ember)? MON(12) 7

TR TN

{0-9] { yylval.lex = yytext(0] - 70’ ;

.- - return DIGIT ; }

{1 { ; /* delete blanks #*/ )

“\n" { return EOL ; }

".r { return EOL ; )

- « . . _ . S .

' return (yytext[0]) : } /* return single characters */

#_incltde "“stdio.h"™

int nolezp [] = { - o< o= - —- - o o e i -
o o, 31, 28, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31, }
int leap [] = {

: [ 0. 31, 29, 31, 30, 31, 30, 31, 31, 30, 31, 30, 31, }
date ( month, day, year )

. .

int *daysin ; . Lo .

daysin_=_isleap ( year.).?_ leap : noleap ;

if (month < 1 )| month > 12 ) .= = _ _

{ printf ( "month out of range \n" ) ;
return ;

R U
if ( day <-1-1{ -day > daysin[month] ) o 3
{ printf { “day of the month out of range\n" ) ;
return ;

}
isleap (year) L
{ if (year % 4 i= 0 ) return (0)
“f (year % 100 != . : return (1)
1f (year % 400 = G ° return (0)
return (1)

: )
int =.9rap ()
Ire:~1a(l); )



Y ACC Specification File

Si_

4include- "obic.h® S - - PR

= (N, Collection, Piimltivi) 7* phyle */

axtern id dateOb3

‘)

tunion L,, . /* atack typ
ahort lex ; ' /* Jexical code %/
id obj ¢ /* an object */

J-
AStart prog
stoken<lex> DIGIT MONTH
sfoken<lax> EOQL.
ttype<lax> number yoar day
\iype<obj> DateStmt
L1 T R S R
prog: Datestmt - EOL { exitl); } s
DateStmt: MONTH day ’',’ Yyear

date (-51,_52, $4 ) .

$$ = [dateOb) mo: S§1 dn. $2 yr: $4 ) s

| dsteOb3y print ) ;

i
l day MONTH yoar
data ( 52, $1, 53) 1. L
$8 = [ dateObj mo: $2-cda: 81 yuo: $3 )
. { dateOb) pzrint ) ;

| S __
| number /' nu~her 7/’ number

if (5% - T, 4 1900;
date { - I . -
$§ « 7 ia: $2 yr: S5 )
) [ R

-}

| bpunbex ?.

~5 da: -1 yv: §1 ] ¢
aAnt ) ;

date (1 1, s11 ;
3$S « | dateObj mo: —-1-da: -1 yr: $1) ;
[ dateOb) pxint )

).
! MONTH number
- .
dste ( $1; -1, $2) ;

$$ = [ dateOb3 mo: $1-da: -1 yr: $2) ;
- { dateoObj print ) :

date ( $1, =1, $3 ) : ST
$5 = [ dateOb3 mo: 51 da: =1 yr: §3) ;
I

| . s
H(‘)N“H ’,’ number

. JateObj print ) :
)

day: number
ymar: number
number: DXGXT

i number_ DIGIT -

{ 56 = 10 = §1 4+ 52 ;)

s -
lIncIude acdiol -
yyezzaz (s) /* cnlled for yacc syntcx exror %/

char *s:
( e oo S
) warning(a, (char *) 0):
) ——_——
chaz 'pzognamb - . R
uaminq(s, ti, t2, t3, td, t5, t6, - t7, tB, €9) /* print warning message */

char *S, *£l, *t2, *t3, *td4, *t5, *t6, -:7; “tg, *tS5;

extern-int -yylineno: - ..
TAd fprintf (stderr, "file 83: 7, pxoqnann) Y
fprintf (stderr, a, tl, t2, t3, t4, t5,.t6, t7, to, t9):

fpriatf (scderr, " near liné 3d\n", ¥ylineno):
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Date Class Source File

#include "objc.h"

#include "v.tab.h" L o
char * MON[] = { "o "Jan" n?ebn "Mar" "Apl" "Mayll— "Jun";
. l'Jui" "Augl' llsepll "Qct" IVINov" "Decll’ } ;

= Date: ObJect ( N, Collection, Primitive )
{ int mon, dy; year :.} L
= mo:(int) aMonth da: (int) aDay yr:(int) aYear
{ mon = aMonth ;
dy = abDay ;
year = aYear ;
return self ;
} ,
=~ print
t_ . . S
if (dy>0 sg mon>0 ) ,
printf ("<DATE> %d %s %d\n", dy, MON[mon], year ) ;

if (d¥ < 0 && mon<0 )
printf ("<DATE> %d\n", year ) ;

if (dy < 0 && mon 50 )
printf ("<DATE> %s %d\n"; MON[mon], year ) ;

/% insert code for different type of prints to account for defaults*/
}
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Main Program Source File

#include "stdio.h"™

#include_"objec.h"”

= ( N; Collection; Primitive )
extern BOOL msgFlag ;
extern IOD yyin, yyout; msglOD ;
id dateObj :

maih i)

{

extern id Date, Set ;

msgIOD = stdout;
msgFlag = NO ;

dateObj = [ Date new 1 ;
printf (">" ) ;

yyparse() :

}
@class ( Date, Set,Cltn; IdArray, Sequence )
@phyla (N, Collection, Primitive )
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Database Sources

<ACCESSION NO.> £5129022. 8506. e
<DATABASE SDURCE> BRS/Not natl Librory et Med)rcine Dgtopecse
<€AOTHORES> _Eilisan=J rf{f-E-A;

<PAA> Combriage Hosp ossocnuseéetts. _ _ _
<TXTL£> More than o the rote of the e
__inb theé communify mentol heolth netwark.. - - -- -
<PUB DESC> No:p—Comnunlty-P:ychlolry. 1985 FoB. 36(2). P 18@-5.
<LANGUAGE>-EN---- - —-

;;}é;ialry service

<MAJOR CATEQOBI> CONMDNITY—HENTAL—HEALTH—CENTERS —0g.—- EMERGENCY-SERVICE-HOSPITAL.

EVERGENCY—SERV]CES-PSYCHXATRXC aq. XNTERINSTITUTIONA[-RE[ATXONS. MENTAL~HEALTH-SERVICES:

EA-HEALTH.
CRISIS-INTERVENTION. FEMALE. hﬁSPlTAL -BE 3 WQ-4994,HUMAN‘
MALE. _MIDDLE-AGE. ROLE. SOCIA K n.nq the emergency wunit
build closer tianshipa witn_ camuunn!y agetcies 13 its controct with-
the stote to rm evoluotions of oll ogdmissions to the state hospitol
piyéhiotric_unit_serving the cotchment orea. The emergency unit performs
triage ond provid bockup for _the agenciés, ¢oordinotes_{he Monagement
of multi-oqency c ond holds weekly educotional caonferences for agency
stat!._ _Using . cose exompies, the outhors illustrate how unit ond agency
stoft colloborote to ensure continuity of potient ¢G6ré. Author.

<SB>-m - ___

<DATE> 1985 .

<ISSN> @@22-1597.

<IN> 21.,1087.567.875..
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deacribes !hg gnbl'cox:ons -hnch nqyc nenolniea 4 rom_ARPANET.during the

raport-ng period. anollx. it discusaes on investigo

to provide ee 9olo-oy ee fociliti
_wére two _lines. An interne twork Tronsmission Control Prot
implemented which is designed tao be opplicoblé. £16.6 Host~host

protocol between-hosts-on di
propéerties of thia profocoil

gaoteway

n of the techn:iques

for.focsimile tronsmission between different devices over the network.

Eorlier work in ottocking hosts by _front-¢érnd {&chniques_ hoa been broodened

ies between computer._ networks. Here,

TCcP

ts to test the
CL, Stonford U ong
put_into_designifg.ond
€ node octa 03 0 ee

e* botween two néetworka ond_pertorima o_mopping.between the-

stondord protocols of eoch. lnvostngoled wos_ the oppllcgnnlngy of 1nja

approoch-to severol networks, inciuding the connection-oo ARPANET oand the

UK_Post Office Experimental Packet Switched Searvice EPSS, Preliminory

results show thot the technidQue should be feosible, but since the other
-—networks are_not yet operotionol. the technique wos not demonatroted.
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